# 第6章 理解信号机制

从生活的角度来理解，信号的本质是异步。不得不承认，这个世界是异步的。试想如下的场景，我正在公司里面聚精会神地工作，场景切换到办公楼的入口，快递小哥儿掏出手机，拨打了我的手机（发送信号），移动通信很给力，很快我的手机铃声就响了（递送信号），我停下手头的工作，从口袋里掏出手机，开始接听电话（执行信号处理函数）。这个世界就是这样，我无法预测快递何时给我打电话让我签收快递。我刚收完快递，准备继续工作，突然，测试人员找我定位一个bug......这就是世界的每个角落不断发生的事情，异步，事情可能会发生，你无法预测它们何时发生，而它们发生时，我需要作出响应。更深入一点，如果我参加非常重要的会议，我可能会屏蔽快递小哥儿的电话（如果我知道他的电话的话），这已经是信号的高级应用（sigprocmask）了。

从计算机的角度理解，信号是一种软件中断，用来处理异步事件。内核递送这些异步事件到某个进程，告诉进程知道某个特殊事件发生了。这些异步事件，可能来源硬件，比如访问了非法的内存地址，除以0；可能来源于用户的输入，比如我在键盘上敲击了Ctrl+c；有些可能来源于另一个进程，有些甚至来源于进程自身。

信号的本质是一种进程间的通信，一个进程可以向另一个进程发送信号，内核至少传递了signal number这个字段。实际上，通信的内容可以不止是signal number。

Signal是Unix家族里一个古老的通信机制，由于传统的信号机制有一些的弊端，很多Unix/Linux编程人员并不喜欢信号机制。然而，随着时间的推移，由于可靠信号的引入，信号的可靠性得到了改善，同时功能方面也有增强，除了信号编号值可以递送个目标进程，还可以发送一些附加信息。可以说，一个服务器端的程序，没有信号处理部分，是不完整的。接下来，从历史出发，梳理signal的前世和今生，学习Linux对信号的支持。

## 6.1信号的完整生命周期

前文提到过，信号的本质是一种进程间的通信。进程之间约定好：如果发生了某件事情T（trigger），那么向目标进程（destination process）发送某特定信号X，而目标进程看到X，就意识到，T事件发生了，目标进程就执行了相应的动作A(action)。

接下来以配置文件改变为例，描述这个过程。很多大型的应用都有配置文件，如果配置文件发生改变，需要通知进程重新加载配置。一般而言，很多程序会默认采用SIGHUP信号来通知目标进程重新加载配置文件。

目标进程首先约定，只要收到SIGHUP，就执行重新加载配置文件的动作。这个行为，叫做信号的安装（installation），或者信号处理函数的注册。安装好了之后，因为信号是异步事件，不知道何时会发生，所以目标进程干自己的事情。某年某月的某天，管理员突然改变了配置文件，管理员想通知这个目标进程，所以管理员就向目标进程发送了信号。他可能在终端执行了kill -SIGHUP命令 ,也可能他调用了C的API，whatever，信号产生(generation)了。这时候，Linux内核收到了产生的信号，Linux内核就会在目标进程的进程描述符里记录一笔：收到信号SIGHUP一枚。Linux内核负责进程的调度，在合适的时机，讲信号递送（deliver）给进程，使进程执行安装时指定的信号处理函数（signal handler）。在内核收到信号，但是还没有递送给目标进程的这一段时间，信号处于挂起状态，被称为挂起（pending）信号,也称为未决信号。

一个典型的信号是如上所述处理的，但是实际情况要复杂的多，还有很多不同的情况需要考虑：

* 目标进程正在执行关键代码，不能被信号中断，需要阻塞某信号，那么在这期间，信号就不允许递送到进程，直到目标进程解除阻塞；
* 内核发现同一个信号已经存在，内核如何处理这种重复的信号，排队还是丢弃；
* 内核递送信号的时候，发现已有多个不同的信号挂起，内核应该优先递送哪个信号；
* 多线程的进程，如果向该进程发送信号，应该由哪个线程负责响应。

这些问题，在接下来的章节中会逐渐解决。

进程收到信号之后，会执行那些操作呢？这取决于信号处理函数：

* 显式地忽略信号：即内核将会丢弃该信号，信号不会对进程产生任何影响，进程也感知不到信号的出现
* 终止进程：很多信号的默认处理是终止进程，即将进程杀死。
* 生成Core Dump文件并终止进程：进程被杀死，并且产生核心转储文件。核心转储文件记录了进程死亡现场的信息。用户可以使用核心转储文件来调试，分析进程死亡的原因。
* 停止进程：停止进程不同于终止进程，终止进程，进程已经死亡，但是停止进程仅仅是使进程暂停，将进程状态设置成TASK\_STOPPED，一旦收到恢复执行的信号，进程还可以继续执行。SIGSTOP信号，SIGTSTP信号都可以使进程停止。
* 恢复进程的执行：和停止进程对应，某些信号可以使进程恢复执行。SIGCONT信号有此功效。
* 捕捉信号，执行定制的信号处理函数：信号一般都有默认的行为，但是用户可以通过注册信号处理函数，改变信号的默认响应，执行用户定制的响应。需要强调的是，并不是所有信号都可以捕捉，改变信号的默认响应，SIGKILL和SIGSTOP不可捕捉，注册信号处理函数。

6.2信号的分类

在Linux世界中，信号有哪些？

在Linux的shell终端，执行kill -l，我们可以看到所有的信号：

1) SIGHUP 2) SIGINT 3) SIGQUIT 4) SIGILL 5) SIGTRAP

6) SIGABRT 7) SIGBUS 8) SIGFPE 9) SIGKILL 10) SIGUSR1

11) SIGSEGV 12) SIGUSR2 13) SIGPIPE 14) SIGALRM 15) SIGTERM

16) SIGSTKFLT 17) SIGCHLD 18) SIGCONT 19) SIGSTOP 20) SIGTSTP

21) SIGTTIN 22) SIGTTOU 23) SIGURG 24) SIGXCPU 25) SIGXFSZ

26) SIGVTALRM 27) SIGPROF 28) SIGWINCH 29) SIGIO 30) SIGPWR

31) SIGSYS 34) SIGRTMIN 35) SIGRTMIN+1 36) SIGRTMIN+2 37) SIGRTMIN+3

38) SIGRTMIN+4 39) SIGRTMIN+5 40) SIGRTMIN+6 41) SIGRTMIN+7 42) SIGRTMIN+8

43) SIGRTMIN+9 44) SIGRTMIN+10 45) SIGRTMIN+11 46) SIGRTMIN+12 47) SIGRTMIN+13

48) SIGRTMIN+14 49) SIGRTMIN+15 50) SIGRTMAX-14 51) SIGRTMAX-13 52) SIGRTMAX-12

53) SIGRTMAX-11 54) SIGRTMAX-10 55) SIGRTMAX-9 56) SIGRTMAX-8 57) SIGRTMAX-7

58) SIGRTMAX-6 59) SIGRTMAX-5 60) SIGRTMAX-4 61) SIGRTMAX-3 62) SIGRTMAX-2

63) SIGRTMAX-1 64) SIGRTMAX

这些信号，可以分成两类：

* 可靠信号
* 不可靠信号

[1,31]之间的所有信号，都被称为不可靠信号。

这些信号都是从传统的Unix继承而来。早期的Unix信号的机制并不完备，在实践过程中暴露了很多弊端。因此把这些出现比较早的信号值在[1,31]之间的信号称之为不可靠信号，所谓不可靠信号，是指信号可能会被丢失。

[SIGRTMIN,SIGRTMAX]之间的信号，我们称为可靠信号。

这些信号是随着时间的流逝，人们意识到原有的信号机制存在弊端而引入的。但是[1,31]之间的这些存在已久，在很多应用中广泛使用，所以只能新增信号，这些信号就是我们今天看到的[SIGRTMIN,SIGRTMAX]这些信号，它们被称为可靠信号。

对于信号有初步了解，知道signal和sigaction函数接口的同学可能会产生误解，认为用signal安装的信号，kill（或者tkill）发送的信号，就是不可靠信号，用sigaction安装的信号，用sigqueue的发送的信号，就是可靠信号。这种理解是错误的。信号的可靠与否，完全取决于信号的值。与采用那种安装方式和信号发送方式无关。

可靠信号和不可靠信号，之所以存在差异，根本原因是收到信号的后，内核的反应不同：

对于不可靠信号，内核内部维护有位图来记录是否有该信号处于挂起状态，如果收到某不可靠信号，内核发现已经存在该信号处于未决状态，内核会简单的丢弃该信号。因此不可靠信号，信号可能会丢失，即内核递送给目标进程的次数，可能小于信号发生的次数。

对于可靠信号，内核内部维护有队列，如果收到可靠信号，内核会将信号挂到相应队列，因此不会丢失。严格说来，内核也设有上限，挂起信号的个数也不能无限制的增大。

从kill –l列出的信号中，细心的同学可以看出，少了32号信号和33号信号。这两个信号（SIGCANCEL和SIGSETXID）被NPTL这个线程库征用了，用来实现线程的取消。从内核层来说，32号信号应该是最小的实时信号（SIGRTMIN），但是由于32和33被glibc内部征用了，所以glibc将SIGRTMIN设置成了34号信号。

对于传统的信号，POSIX标准规定了每种信号的默认行为，可以通过man 7 signal查看手册，获取到每种信号的默认行为，此处就不在赘述。

## 6.3传统信号的特点

前文就提到，signal是一个古老的机制，早期的信号在使用过程中，暴露出一些弊端，那么早期的信号机制有什么弊端，表现出什么样的行为模式？今天Linux下的glibc提供的信号函数是否解决了这些弊端，它又表现出什么样的行为模式？

传统的signal机制，分为System V风格的signal和BSD风格的signal。

除了标准的linux signal的API：

#include <signal.h>

typedef void (\*sighandler\_t)(int);

sighandler\_t signal(int signum, sighandler\_t handler);

Linux还提供了如下两个接口，供我们考古，探查signal机制的演化：

#include <signal.h>

typedef void (\*sighandler\_t)(int);

sighandler\_t sysv\_signal(int signum, sighandler\_t handler);

sighandler\_t bsd\_signal(int signum, sighandler\_t handler)

接下来用实验的方法，测试各种不同信号机制表现出来的行为模式，来体会传统信号的特点以及弊端，以及学习Linux下glibc提供的signal函数的行为特性。

#include <stdio.h>

#include <stdlib.h>

#include <signal.h>

#include <string.h>

#include <errno.h>

#include <sys/syscall.h>

#define MSG "OMG , I catch the signal SIGINT\n"

#define MSG\_END "OK,finished process signal SIGINT\n"

int do\_heavy\_work()

{

int i ;

int k;

srand(time(NULL));

for(i = 0 ; i < 100000000;i++)

{

k = rand()%1234589;

}

return 0;

}

void signal\_handler(int signo)

{

write(2,MSG,strlen(MSG));

do\_heavy\_work();

write(2,MSG\_END,strlen(MSG\_END));

}

int main()

{

char input[1024] = {0};

#if defined SYSTEMCALL\_SIGNAL\_API

*if(syscall(SYS\_signal ,SIGINT,signal\_handler) == -1)*

#elif defined SYSTEMV\_SIGNAL\_API

*if(sysv\_signal(SIGINT,signal\_handler) == -1)*

#elif defined BSD\_SIGNAL\_API

*if(sysv\_signal(SIGINT,signal\_handler) == -1)*

#else

*if(signal(SIGINT,signal\_handler) == SIG\_ERR)*

#endif

{

fprintf(stderr,"signal failed\n");

return -1;

}

printf("input a string:\n");

if(fgets(input,sizeof(input),stdin)== NULL)

{

fprintf(stderr,"fgets failed(%s)\n",strerror(errno));

return -2;

}

else

{

printf("you entered:%s",input);

}

return 0;

}

这个测试程序的核心是斜体的地方，这个函数分别采用了Linux操作系统提供的signal系统调用，System V风格的sysv\_signal，BSD风格的bsd\_signal，还有glibc提供的标准API signal函数。我们来分别体会他们之间的不同。

gcc -o systemcall\_signal -DSYSTEMCALL\_SIGNAL\_API signal\_comp.c

gcc -o sysv\_signal -DSYSTEMV\_SIGNAL\_API signal\_comp.c

gcc -o bsd\_signal -DBSD\_SIGNAL\_API signal\_comp.c

gcc -o glibc\_signal signal\_comp.c

我们分别生成了四种风格的测试程序。我们可以开始实验他们的特性了。

### 6.3.1 信号的ONESHOT特性

传统的System V风格的signal，信号处理函数是一次性的，信号deliver之后，信号处理函数会变成默认值SIG\_DFL。

Linux的系统调用signal（注意是系统调用，而不是glibc的signal函数）也有这个弊端。

manu@manu-hacks:~/code/c/self/signal$ ./sysv\_signal

input a string:

hello

you entered:hello

manu@manu-hacks:~/code/c/self/signal$ ./sysv\_signal

input a string:

hello^COMG , I catch the signal SIGINT

^C

manu@manu-hacks:~/code/c/self/signal$

可以看到第一次实验的时候，输入一个字符串，敲击回车，正常显示了输入的字符串。第二次输入结束之前，敲击了Ctrl+c，系统向进程发送SIGINT信号。执行了信号处理函数（打印出了OMG，I catch the signal SIGINT），但是故意将信号处理函数设计的非常的耗时，在执行信号处理函数期间，我再次发送SIGINT信号，进程退出了。

System V风格的信号处理机制，是一次性的，内核信号deliver出去后，信号处理函数恢复成默认信号SIG\_DFL。因为SIGINT的默认处理是终止进程，所以进程退出了。

这种风格，Kernel中有个很形象的宏，描述这种行为模式：SA\_ONESHOT

![](data:image/jpeg;base64,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)

就像这种老式的单发手枪，每次射击之后，都要重新上子弹。System V风格的singal处理机制就是如此，信号处理函数触发之后，要想重复触发，必须再次安装信号处理函数。

linux系统调用也是如此，信号处理函数是一次性的：

manu@manu-hacks:~/code/c/self/signal$ ./systemcall\_signal

input a string:

hello

you entered:hello

manu@manu-hacks:~/code/c/self/signal$ ./systemcall\_signal

input a string:

hello^COMG , I catch the signal SIGINT

^C

manu@manu-hacks:~/code/c/self/signal$

内核如何做到的？

我以signal系统调用为例，介绍下ONESHOT是如何做到的？

SYSCALL\_DEFINE2(signal, int, sig, \_\_sighandler\_t, handler)

{

struct k\_sigaction new\_sa, old\_sa;

int ret;

new\_sa.sa.sa\_handler = handler;

new\_sa.sa.sa\_flags = SA\_ONESHOT | SA\_NOMASK;

sigemptyset(&new\_sa.sa.sa\_mask);

ret = do\_sigaction(sig, &new\_sa, &old\_sa);

return ret ? ret : (unsigned long)old\_sa.sa.sa\_handler;

}

我们可以看到，系统调用signal，本质调用了do\_sigaction。sysv\_signal也好，bsd\_signal也好，glibc的signal函数也好，包括后起之秀sigaction函数，最终是都会调用do\_sigaction。内核如何区分中这些函数，让他们各司其职，做自己应该做的事情呢？就是通过sa\_flags标志位，通过一个个的标志位来控制一个个的行为。

对于signal系统调用而言，有两个标志位，SA\_ONESHOT和SA\_NOMASK，我们本节讲述的是SA\_ONESHOT。

前文讲解signal的生命周期的时候，提到一个进程可能有多个信号处于挂起状态，内核会在合适的时机，选择一个信号deliver给进程，令进程执行信号处理函数。我们所谓的SA\_ONESHOT，将信号处理函数恢复成默认值就是选择信号deliver给进程时完成的。

int get\_signal\_to\_deliver(siginfo\_t \*info,

struct k\_sigaction \*return\_ka,

struct pt\_regs \*regs,

void \*cookie)

{

...

if (ka->sa.sa\_handler == SIG\_IGN) /\* Do nothing. \*/

continue;

if (ka->sa.sa\_handler != SIG\_DFL) {

/\* Run the handler. \*/

\*return\_ka = \*ka;

if (ka->sa.sa\_flags & SA\_ONESHOT)

ka->sa.sa\_handler = SIG\_DFL;

break; /\* will return non-zero "signr" value \*/

}

...

}

sysv\_signal函数是如何加上SA\_ONESHOT标志位的呢？我们看下sysv\_signal如何走到内核。

我们strace执行sysv\_signal，我们可以看到调用如下系统调用：

rt\_sigaction(SIGINT, {0x8048756, [], SA\_INTERRUPT|SA\_NODEFER|SA\_RESETHAND}, {SIG\_DFL, [], 0}, 8) = 0

我们看到了，有SA\_RESETHAND标志位，这个标志位和SA\_ONESHOT是一个含义。

#define SA\_ONESHOT SA\_RESETHAND

BSD风格的signal和glibc的signal函数已经不存在这个ONESHOT的问题。

manu@manu-hacks:~/code/c/self/signal$ ./bsd\_signal

input a string:

hello^COMG , I catch the signal SIGINT

^COK,finished process signal SIGINT

OMG , I catch the signal SIGINT

OK,finished process signal SIGINT

^COMG , I catch the signal SIGINT

OK,finished process signal SIGINT

manu@manu-hacks:~/code/c/self/signal$ ./glibc\_signal

input a string:

hello^COMG , I catch the signal SIGINT

^COK,finished process signal SIGINT

OMG , I catch the signal SIGINT

^COK,finished process signal SIGINT

OMG , I catch the signal SIGINT

OK,finished process signal SIGINT

通过strace bsd\_signal和glibc\_signal 我们可以看出来，他们两者都没有SA\_ONESHOT的标志位。

rt\_sigaction(SIGINT, {0x8048736, [INT], SA\_RESTART}, {SIG\_DFL, [], 0}, 8) = 0

在执行sysv\_signal期间因为我们的信号处理函数耗时非常长，在执行信号处理函数的期间，进程收到了另外一个信号，并且执行了信号处理函数SIG\_DFL，即进程退出。这反映出一个问题，对于System V风格的signal机制，执行信号处理函数期间，并没有屏蔽相应的信号。

### 6.3.2 信号执行时的屏蔽自身特性

在信号处理函数期间，很有可能收到其他信号，当然也有可能再次收到自身这个信号。如果在处理A信号期间，再次收到A信号，会如何处理呢？

传统的System V信号，信号处理期间，不会屏蔽对应的信号。这会引起信号处理函数的重入。这个算是传统的System V信号的另一个弊端。BSD信号处理机制修正的这个弊端。当然了，BSD信号处理机制只是屏蔽了当前信号，并没有定制化的屏蔽某些信号。

我们来比较下System V和BSD 的signal机制的区别：

rt\_sigaction(SIGINT, {0x8048756, [], SA\_INTERRUPT|SA\_NODEFER|SA\_RESETHAND}, {SIG\_DFL, [], 0}, 8) = 0

rt\_sigaction(SIGINT, {0x8048736, [INT], SA\_RESTART}, {SIG\_DFL, [], 0}, 8) = 0

可以看到，rt\_sigaction有4个入参，第一个是信号值，表示你为哪个信号注册信号处理函数，第二个参数和第三个参数的类型是一致的，是struct sigaction类型：

SYSCALL\_DEFINE4(rt\_sigaction, int, sig,

const struct sigaction \_\_user \*, act,

struct sigaction \_\_user \*, oact,

size\_t, sigsetsize)

sigaction结构体，是个体系结构相关的变量，同时内核中的定义和glibc中的定义略有不同，但是一般说来，都会有如下的结构：

struct sigaction {

void (\*sa\_handler)(int);

void (\*sa\_sigaction)(int, siginfo\_t \*, void \*);

sigset\_t sa\_mask;

int sa\_flags;

void (\*sa\_restorer)(void);

};

上述数据结构中，有一个sigset\_t类型的变量sa\_mask。sigset\_t类型本质是个位图，我们有64种不同的信号，所以我们需要64个bit来表示每个信号。在rt\_sigaction系统调用中，sigset\_t位图表示的是，执行信号处理函数期间，应该暂时屏蔽那些信号。所谓屏蔽，就是纵然收到这些信号，将这些信号挂起，待信号处理函数执行完毕之后，再来处理这些信号。

从上面的描述可以看出，BSD风格的信号处理机制，在安装信号的时候，会将自身这个信号添加到信号处理函数的屏蔽集合中，不会出现处理A信号的时候，再次收到A信号，而去中断，先执行后收到的A信号。简单的说，就是不会嵌套了。而System V 风格的信号处理期间没有屏蔽任何信号，换句话说，执行信号处理函数期间，可以被任意信号中断。从前面的实验可以看出，BSD style的信号处理函数，OMG , I catch the signal SIGINT，以及OK,finished process signal SIGINT是成对出现的，不可能出现连续两个OMG , I catch the signal SIGINT，原因就是SIGINT信号在信号处理函数执行期间，被暂时屏蔽了。

内核是如何做到这一点的？

完整的signal deliver的流程大致如此：

内核首先调用get\_signal\_to\_deliver在挂起信号的集合中选择一个信号，deliver给进程，选择完毕后，调用handler\_signal函数：

void signal\_delivered(int sig, siginfo\_t \*info, struct k\_sigaction \*ka,

struct pt\_regs \*regs, int stepping)

{

sigset\_t blocked;

……

clear\_restore\_sigmask();

*sigorsets(&blocked, &current->blocked, &ka->sa.sa\_mask);*

*if (!(ka->sa.sa\_flags & SA\_NODEFER))*

*sigaddset(&blocked, sig);*

set\_current\_blocked(&blocked);

tracehook\_signal\_handler(sig, info, ka, regs, stepping);

}

比较核心的两行代码是讲当前信号处理函数的屏蔽信号集加入到blocked中，同时将当前信号也加入到屏蔽信号集合中，除非显式的指定SA\_NODEFER，才不屏蔽自身信号值。

System V style的signal机制为何会出现不屏蔽自身信号？原因就是sysv\_signal函数，调用rt\_sigaction系统调用时加上了SA\_NODEFER标志位：

rt\_sigaction(SIGINT, {0x8048756, [], SA\_INTERRUPT|**SA\_NODEFER**|SA\_RESETHAND}, {SIG\_DFL, [], 0}, 8) = 0

通过实验我们可以看到，BSD style的信号处理机制在信号处理函数执行期间，会将自身信号加入到屏蔽集合，glibc 的signal也会如此，目前只有System V style的信号处理机制存在此弊端。

### 6.3.3 信号中断系统调用的重启特性

很多系统调用在执行期间，很可能会收到信号，进程不得不从系统调用中返回，去执行信号处理函数。对于执行时间比较久的系统调用（如wait，read等）被信号中断的可能性更会大大增加。系统调用被中断，一般返回失败，并置错误码为EINTR。如果程序员希望处理完信号之后，被中断的系统调用能够重启，不得不自行判断errno，如果发现错误码是EINTR，就重新调用系统调用。看下面的例子。

manu@manu-hacks:~/code/c/self/signal$ ./sysv\_signal

input a string:

^COMG , I catch the signal SIGINT

OK,finished process signal SIGINT

fgets failed(Interrupted system call)

可以通过strace看到，fgets调用了read系统调用，而read系统调用阻塞在等用户输入，在阻塞过程中，收到了一枚SIGINT信号，导致read系统调用被中断，返回了错误码EINTR。

Linux世界中很多系统调用都会遭遇这种情景，尤其是read，wait这种可能比较耗时的系统调用。<UNIX系统编程>>一书中很多类似的例子：

pid\_t r\_wait(int \*stat\_loc)

{

int retval;

while(((retval = wait(stat\_loc)) ==-1 && (errno == EINTR))

{

;

}

return retval;

}

这种封装，就是用来应对系统调用被信号中断的场景。当系统调用被信号中断，程序并不认为这是一种无法处理的错误，相反，程序完全可以通过重新调用系统调用，来完成程序想做的事情。

这一次，System V信号机制再次表现不佳，它会将系统调用中断，并置errno为EINTR，但是不会主动重启被信号中断的系统调用。细细想来，如果所有的系统调用都要判断返回值是否是EINTR，如果是，重启系统调用，那么程序员太累了。BSD style的signal机制完美的解决了这个问题，如果系统调用被信号中断，内核会在信号处理函数结束之后，自动重启系统调用，无需程序员显式地再次调用系统调用。

Linux作为操作系统的后期之秀，为了解决这个问题，提供了一个标志位来告诉内核，被信号中断后是否重启系统调用：SA\_RESTART。

我们看下BSD风格的signal的标志位：

rt\_sigaction(SIGINT, {0x8048736, [INT], SA\_RESTART}, {SIG\_DFL, [], 0}, 8) = 0

由于BSD风格的signal存在这个标志SA\_RESTART，fgets不会像System V的signal一样，返回错误码：

manu@manu-hacks:~/code/c/self/signal$ ./bsd\_signal

input a string:

hello^COMG , I catch the signal SIGINT

OK,finished process signal SIGINT

^COMG , I catch the signal SIGINT

OK,finished process signal SIGINT

glibc的signal函数表现如何？从我的测试程序可以看出glibc的signal函数也带上了SA\_RESTART标志位。

非常不幸的是，并不是所有的系统调用对信号中断都表现出同样的行为。正相反，某些系统调用哪怕是设置了SA\_RESTART的标志位，也绝不会自动重启。

那问题就来了，Linux下，如果信号处理函数设置了SA\_RESTART，那些阻塞型的系统调用遭到信号中断时，可以自动重启，那些系统调用是死活也无法自动重启的？

首先是设置SA\_RESTART标志位后，可以自动重启的阻塞型系统调用：

* 访问慢设备的I/O系统调用，如read()，write()，readv()，writev()，ioctl()等。对于read/write函数有以下的特点：
  + 如果被信号中断前，已经传递了部分数据，那么系统调用被中断，但是返回成功的状态，即返回成功读写的字节数
  + 如果没有任何数据完成读写，那么返回-1，并且设置errno为EINTR。
* 系统调用open()，在可能阻塞的情况下，如打开FIFO时
* 等待子进程的系统调用：wait()、waitpid()、waited()等
* 套接字相关的系统调用：accept()、accept4()、connect()、send()、sendmsg()、sendto()、recv()、recvfrom()、recvmsg()等。如果通过setsockopt函数设置了超时，那么这些系统调用也不会自动重启。
* POSIX消息队列上的进行IO操作的系统调用：mq\_receive()、mq\_send()、mq\_timedreceive()、mq\_timedsend()。
* 用于设置文件锁的系统调用：flock()、fcntl()、lockf()。
* POSIX信号量的sem\_wait()和sem\_timedwait()
* 同步线程的函数：pthread\_mutex\_lock()、pthread\_mutex\_trylock()、pthread\_mutex\_timedlock()、pthread\_cond\_wait()、pthread\_cond\_timedwait()等

其次是无论如何也不会重启的系统调用：

* 多路复用函数：poll()、epoll()、select()、pselect()
* Linux特有的epoll\_wait()、epoll\_pwait()
* Linux特有的io\_getevents()
* System V消息队列和信号量
* 睡眠型接口：sleep()、nanosleep()、clock\_nanosleep()
* 设计用来等待信号到达的接口：pause()、sigsuspend()、sigwaitinfo()、sigtimedwait()。

太多了，记不住怎么办？幸好有手册，拿不准时，可以查看手册：

man 7 signal

通过前面三小节的测试，我们可以得到下面结论：

|  |  |  |  |
| --- | --- | --- | --- |
| **信号机制** | **ONESHOT特性** | **执行期间屏蔽自身信号** | **重启系统调用** |
| **System V** | YES | NO | NO |
| **BSD** | NO | YES | YES |
| **system call** | YES | NO | NO |
| **glibc signal** | NO | YES | YES |

手册明确表示bsd\_signal没有ONESHOT特性，信号处理函数不会reset成默认值，无需重复安装信号处理函数；信号处理函数期间，自身信号会被屏蔽；系统调用被中断，会重启系统调用。这三个特性都是可以保证的，但是glibc下signal函数就不一定了，要取决于操作系统。通过man 2 signal，也可以看到signal函数的移植性并不好，这也是大多数的书籍建议不要使用signal函数的原因，建议使用更明确的sigaction来安装信号的原因。

在讨论信号的特点，可以发现，占据后发优势的Linux系统通过一些标志位和屏蔽信号集来完成某些feature的控制。

* SA\_ONESHOT （或SA\_RESERTHAND）来将信号处理函数恢复成默认值
* SA\_NODEFER（或SA\_NOMASK）会显式地告诉内核，不要讲本信号值添加进block set
* SA\_RESTART会将中断的系统调用重启，而不是返回错误码EINTR。

## 6.4 传统信号的不可靠性

在评价一个人的时候，说这个人有很多的缺点，这都是正常的，毕竟人无完人，但是说一个不可靠，性质就严重很多了。前面提到了一些传统信号的弊端，或可补救，或可忍耐，但是传统的signal机制有一个致命的缺陷：不可靠。前文也提到了，信号值落在[1,31]之间的信号，称为不可靠信号，无论采用什么样的信号安装方式（singal函数或者sigaction函数），无论我们采用什么样的信号发送方式（kill，tkill，raise，sigqueue），只要选择的信号值落在了[1,31]之内，我们就不能确定，安装的信号处理函数一定会被执行。

为了对传统的不可靠信号有直观的认识，我们看一个例子。如果我们疯狂向某个进程发送信号，我们可以查看，我们发射信号的次数，和信号被递送给进程，信号处理函数被调用的次数是否相等。信号作为一种进程间通信的方式，期望的结果是，发射信号N次，那么目标进程就要执行信号处理函数N次。对于传统信号而言，实际情况如何呢？

#include <stdio.h>

#include <stdlib.h>

#include <unistd.h>

#include <signal.h>

#include <string.h>

#include <errno.h>

static int sig\_cnt[NSIG];

static volatile sig\_atomic\_t get\_SIGINT = 0;

void handler(int signo)

{

if(signo == SIGINT)

get\_SIGINT = 1;

else

sig\_cnt[signo]++;

}

int main(int argc,char\* argv[])

{

int i = 0;

sigset\_t blockall\_mask ;

sigset\_t pending\_mask ;

sigset\_t empty\_mask ;

printf("%s:PID is %d\n",argv[0],getpid());

for(i = 1; i < NSIG; i++)

{

if(i == SIGKILL || i == SIGSTOP)//不可屏蔽之信号

continue;

if(signal(i,&handler) == SIG\_ERR)

{

fprintf(stderr,"signal for signo(%d) failed (%s)\n",

i,strerror(errno));

}

}

if(argc > 1)

{

int sleep\_time = atoi(argv[1]);

sigfillset(&blockall\_mask);

if(sigprocmask(SIG\_SETMASK,&blockall\_mask,NULL) == -1)

{

fprintf(stderr,"setprocmask to block all signal failed(%s)\n",

strerror(errno));

return -2;

}

printf("I will sleep %d second\n",sleep\_time);

sleep(sleep\_time);

if(sigpending(&pending\_mask) == -1)

{

fprintf(stderr,"sigpending failed(%s)\n",

strerror(errno));

return -2;

}

for(i = 1 ; i < NSIG ; i++)

{

if(sigismember(&pending\_mask,i))

printf("signo(%d) :%s\n",i,strsignal(i));

}

sigemptyset(&empty\_mask);

if(sigprocmask(SIG\_SETMASK,&empty\_mask,NULL) == -1)

{

fprintf(stderr,"setprocmask to release all signal failed(%s)\n", strerror(errno));

return -3;

}

}

while(!get\_SIGINT)

continue ;

for(i = 1; i < NSIG ; i++)

{

if(sig\_cnt[i] != 0 )

{

printf("%s:signal %d caught %d time%s\n",

argv[0],i,sig\_cnt[i],(sig\_cnt[i] >1)?"s":"");

}

}

return 0;

}

简单讲述下这个signal\_receiver进程：

如果执行时不带参数，那么进程就会原地不动，直到收到SIGINT信号为止。如果进程收到了SIGKILL，SIGSTOP之外其他信号，我们会统计收到信号的次数加1，这样，进程结束前，我们打印出来每种信号收到的次数。

如果我们有一个参数，这个参数是信号阻塞时间，在这个期间，我们讲能够阻塞的信号全部阻塞，这信号阻塞期间，虽然会有进程向signal\_receiver发送信号，但是kernel并不会立即将signal 递送给进程，在解除阻塞之后，kernel开始向signal\_receiver递送信号。

我们再准备一个发送信号的程序：

#include <stdio.h>

#include <stdlib.h>

#include <getopt.h>

#include <signal.h>

#include <string.h>

#include <errno.h>

void usage()

{

fprintf(stderr,"USAGE:\n");

fprintf(stderr,"--------------------------------\n");

fprintf(stderr,"signal\_sender pid signo times\n");

}

int main(int argc,char\* argv[])

{

pid\_t pid = -1 ;

int signo = -1;

int times = -1;

int i ;

if(argc < 4 )

{

usage();

return -1;

}

pid = atol(argv[1]);

signo = atoi(argv[2]);

times = atoi(argv[3]);

if(pid <= 0 || times < 0 || signo <1 ||

signo >=64 ||signo == 32 || signo ==33)

{

usage();

return -1;

}

printf("pid = %d,signo = %d,times = %d\n",pid,signo,times);

for( i = 0 ; i < times ; i++)

{

if(kill(pid,signo) == -1)

{

fprintf(stderr, "send signo(%d) to pid(%d) failed,reason(%s)\n",

signo,pid,strerror(errno));

return -2;

}

}

fprintf(stdout,"done\n");

return 0;

}

程序比较简单，接受三个参数，分别是目标进程号，信号值，和发送次数。有了这个工具，我们可以连续向目标进程signal\_receiver连续发送任意次数的信号X。

首先，signal\_receiver不阻塞信号一段时间，我们向signal\_receiver连续发送信号，看下目标进程signal\_receiver一共收到多少次：

manu@manu-hacks:~/code/c/self/signal$ ./signal\_receiver

./signal\_receiver:PID is 9937

signal for signo(32) failed (Invalid argument)

signal for signo(33) failed (Invalid argument)

我们向9937进程发送信号SIGUSR2 10000次，然后发送SIGINT信号 1次，看下signal\_receiver进程一共收到信号多少次:

manu@manu-hacks:~/code/c/self/signal$ ./signal\_sender 9937 12 10000

pid = 9937,signo = 12,times = 10000

done

manu@manu-hacks:~/code/c/self/signal$ ./signal\_sender 9937 2 1

pid = 9937,signo = 2,times = 1

done

我们可以看到signal\_receiver进程打印出：

./signal\_receiver:signal 12 caught 2499 times

我们可以看到我们发送12号信号10000次，可是signal\_receiver只收到2499次，这个2499也不是固定的，我们多执行几次，每次收到的信号次数均不相同：

./signal\_receiver:signal 12 caught 2639 times

./signal\_receiver:signal 12 caught 2511 times

我们可以看到收到的信号次数的是不一定的，但是都不等于发送信号的次数。我们再进一步，让信号接收进程，屏蔽信号一段时间，在这段时间内，我们发送信号，来查询信号处理函数被触发的次数。

manu@manu-hacks:~/code/c/self/signal$ ./signal\_receiver 30 &

[1] 27639

manu@manu-hacks:~/code/c/self/signal$ ./signal\_receiver:PID is 27639

signal for signo(32) failed (Invalid argument)

signal for signo(33) failed (Invalid argument)

I will sleep 30 second

manu@manu-hacks:~/code/c/self/signal$ ./signal\_sender 27639 10 10000

pid = 27639,signo = 10,times = 10000

done

manu@manu-hacks:~/code/c/self/signal$ ./signal\_sender 27639 36 10000

pid = 27639,signo = 36,times = 10000

done

manu@manu-hacks:~/code/c/self/signal$

manu@manu-hacks:~/code/c/self/signal$ signo(10) :User defined signal 1

signo(36) :Real-time signal 2

manu@manu-hacks:~/code/c/self/signal$ ./signal\_sender 27639 2 1

pid = 27639,signo = 2,times = 1

done

./signal\_receiver:signal 10 caught 1 time

./signal\_receiver:signal 36 caught 10000 times

[1]+ Done ./signal\_receiver 30

从上面的例子可以看出，如果进程讲信号屏蔽，在此期间，虽然向目标进程发送SIGUSR2 10000次，但是，在解除屏蔽之后，信号处理函数只触发了一次。这就是前面提到的传统信号的不可靠的特性。

其他进程可能会向目标进程发送信号，但是无法确认信号处理函数是否会被执行，原因何在？原因在于传统的信号采用的是位图的方式存储的，对于某信号如SIGUSR2，内核会记录是否存在挂起信号，如果新到来的信号已经存在，处于未决状态，该信号就会被丢弃。

那么实时信号即可靠信号它的表现如何呢？我们发送实时信号36，共计10000次，发现解除屏蔽后，信号处理函数共触发了10000次，没有信号丢失，所有信号都被deliver给了进程去处理。

内核是如何做到这个的呢？这我们就要看内核的实现了。

我们看下进程描述符中与singal相关的数据结构：
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进程描述符中存在一个成员变量称之为pending，顾名思义，就是记录处于挂起状态的信号，即内核已经接收到但尚未递送给目标进程的信号集合。

struct task\_struct {

volatile long state; /\* -1 unrunnable, 0 runnable, >0 stopped \*/

void \*stack;

atomic\_t usage;

unsigned int flags; /\* per process flags, defined below \*/

unsigned int ptrace;

...

...

/\* signal handlers \*/

struct signal\_struct \*signal;

struct sighand\_struct \*sighand;

sigset\_t blocked, real\_blocked;

sigset\_t saved\_sigmask;

struct sigpending pending;//用来保存进程的挂起信号

...

}

struct sigpending {

struct list\_head list;

sigset\_t signal;

};

#define \_NSIG 64

#ifdef \_\_i386\_\_

# define \_NSIG\_BPW 32

#else

# define \_NSIG\_BPW 64

#endif

#define \_NSIG\_WORDS (\_NSIG / \_NSIG\_BPW)

typedef unsigned long old\_sigset\_t; /\* at least 32 bits \*/

typedef struct {

unsigned long sig[\_NSIG\_WORDS];

} sigset\_t;

我们可以看下struct sigpending的定义，一个链表头，一个sigset\_t类型的signal，这个sigset\_t类型的变量，就是前面提到的位图。如果在32位系统上，unsigned long 是32 bit，所以需要2个unsigned long才能凑齐64个bit，存储64个不同信号的有无，如果64位系统，只需要一个unsigned long就能凑齐所需要的64 bit，用来表征对应信号值信号的有无。

bitmap无法记录收到信号的次数，这个是比较容易理解的，那么实时信号又是如何做到不丢失信号的呢？答案很简单：链表。sigpending结构体中存在成员变量list，这是链表头，对于实时信号，内核会分配一个struct sigqueue类型的变量，链入到list对应的链表之中，这样就确保信号不会丢失，从而保证信号的可靠性。

struct sigqueue {

struct list\_head list;

int flags;

siginfo\_t info;

struct user\_struct \*user;

};

![](data:image/png;base64,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)

从内核代码来看我们常用的kill，还有向线程发送信号的tkill和tgkill，最终都会汇聚到同一个函数，\_\_send\_signal，如上图所示（当然，kill根据pid的值不同，代码调用流程也不同，上图给出的是最基本的pid > 0的情况）。下面我们通过学习\_\_send\_signal来研究，内核如何通过位图和链表，实现非可靠信号的不可靠，以及实时信号的可靠。

static int \_\_send\_signal(int sig, struct siginfo \*info,

struct task\_struct \*t,int group,

int from\_ancestor\_ns)

{

struct sigpending \*pending;

struct sigqueue \*q;

int override\_rlimit;

int ret = 0, result;

assert\_spin\_locked(&t->sighand->siglock);

result = TRACE\_SIGNAL\_IGNORED;

if (!prepare\_signal(sig, t,

from\_ancestor\_ns || (info == SEND\_SIG\_FORCED)))

goto ret;

**pending = group ? &t->signal->shared\_pending : &t->pending;**

/\*

\* Short-circuit ignored signals and support queuing

\* exactly one non-rt signal, so that we can get more

\* detailed information about the cause of the signal.

\*/

result = TRACE\_SIGNAL\_ALREADY\_PENDING;

//如果是低于32的信号，并且已经在pending中出现了的该信号，就直接返回

**if (legacy\_queue(pending, sig))**

goto ret;

result = TRACE\_SIGNAL\_DELIVERED;

/\*

\* fast-pathed signals for kernel-internal things like SIGSTOP

\* or SIGKILL.

\*/

if (info == SEND\_SIG\_FORCED)

goto out\_set;

if (sig < SIGRTMIN)

override\_rlimit = (is\_si\_special(info) || info->si\_code >= 0);

else

override\_rlimit = 0;

//分配sigqueue结构，并且链入到相应的pending。

**q = \_\_sigqueue\_alloc(sig, t, GFP\_ATOMIC | \_\_GFP\_NOTRACK\_FALSE\_POSITIVE,override\_rlimit);**

if (q) {

list\_add\_tail(&q->list, &pending->list);

switch ((unsigned long) info) {

case (unsigned long) SEND\_SIG\_NOINFO:

q->info.si\_signo = sig;

q->info.si\_errno = 0;

q->info.si\_code = SI\_USER;

q->info.si\_pid = task\_tgid\_nr\_ns(current,

task\_active\_pid\_ns(t));

q->info.si\_uid = from\_kuid\_munged(current\_user\_ns(), current\_uid());

break;

case (unsigned long) SEND\_SIG\_PRIV:

q->info.si\_signo = sig;

q->info.si\_errno = 0;

q->info.si\_code = SI\_KERNEL;

q->info.si\_pid = 0;

q->info.si\_uid = 0;

break;

default:

copy\_siginfo(&q->info, info);

if (from\_ancestor\_ns)

q->info.si\_pid = 0;

break;

}

userns\_fixup\_signal\_uid(&q->info, t);

} else if (!is\_si\_special(info)) {

if (sig >= SIGRTMIN && info->si\_code != SI\_USER) {

/\*

\* Queue overflow, abort. We may abort if the

\* signal was rt and sent by user using something

\* other than kill().

\*/

result = TRACE\_SIGNAL\_OVERFLOW\_FAIL;

ret = -EAGAIN;

goto ret;

} else {

/\*

\* This is a silent loss of information. We still

\* send the signal, but the \*info bits are lost.

\*/

result = TRACE\_SIGNAL\_LOSE\_INFO;

}

}

out\_set:

signalfd\_notify(t, sig);

sigaddset(&pending->signal, sig); //加入位图

complete\_signal(sig, t, group);

ret:

trace\_signal\_generate(sig, info, t, group, result);

return ret;

}

static inline int legacy\_queue(struct sigpending \*signals, int sig)

{

//是不可靠信号，并且该信号已经存在挂起信号

return (sig < SIGRTMIN) && sigismember(&signals->signal, sig);

}

static inline int sigismember(sigset\_t \*set, int \_sig)

{

unsigned long sig = \_sig - 1;

if (\_NSIG\_WORDS == 1)

return 1 & (set->sig[0] >> sig);

else

return 1 & (set->sig[sig / \_NSIG\_BPW] >> (sig % \_NSIG\_BPW));

}

关键的代码在于加粗的三行，第二行判断是传统的不可靠信号，并且通过查找位图，发现该信号已经存在挂起信号，无需做过多的处理，只需要返回即可。这种逻辑造就了传统信号的非可靠性。当然了如果传统非实时信号尚未有挂起信号，也是需要调用\_\_sigqueue\_alloc分配sigqueue，链入pending对应的链表。

对于实时信号，纵然已经存在挂起信号，仍然会调用\_\_sigqueue\_alloc来分配sigqueue结构体，链入pending对应的链表。

那么实时信号是不是可以无限制地挂入队列呢？也不是，实际上，内核也做了限制，一个进程，默认挂起信号的个数是有限的，默认是15408，超过这个数，可靠信号变得也没那么可靠，也会丢失信号。我们看下内核代码:

static struct sigqueue \*

\_\_sigqueue\_alloc(int sig, struct task\_struct \*t,

gfp\_t flags, int override\_rlimit)

{

struct sigqueue \*q = NULL;

struct user\_struct \*user;

……

rcu\_read\_lock();

user = get\_uid(\_\_task\_cred(t)->user);

atomic\_inc(&user->sigpending);

rcu\_read\_unlock();

if (override\_rlimit ||

**atomic\_read(&user->sigpending) <=**

**task\_rlimit(t, RLIMIT\_SIGPENDING)**) {

q = kmem\_cache\_alloc(sigqueue\_cachep, flags);

} else {

print\_dropped\_signal(sig);

}

if (unlikely(q == NULL)) {

atomic\_dec(&user->sigpending);

free\_uid(user);

} else {

INIT\_LIST\_HEAD(&q->list);

q->flags = 0;

q->user = user;

}

return q;

}

加粗部分的逻辑，决定了实时信号也不能无限制的挂起，进程挂起信号超过进程的资源限制之后，就会放弃分配，直接丢失该信号。

可以通过如下命令查看系统的限制：

manu@manu-hacks:~$ ulimit -a

core file size (blocks, -c) 0

data seg size (kbytes, -d) unlimited

scheduling priority (-e) 0

file size (blocks, -f) unlimited

pending signals (-i) 15408

....

用上面的测试程序测试一下，看下实时信号是否也会丢失信号：

manu@manu-hacks:~/code/c/self/signal$ ./signal\_receiver 30 &

[1] 14699

manu@manu-hacks:~/code/c/self/signal$ ./signal\_receiver:PID is 14699

signal for signo(32) failed (Invalid argument)

signal for signo(33) failed (Invalid argument)

I will sleep 30 second

manu@manu-hacks:~/code/c/self/signal$ ./signal\_sender 14699 36 20000

pid = 14699,signo = 36,times = 20000

done

manu@manu-hacks:~/code/c/self/signal$ ./signal\_sender 14699 2 1

pid = 14699,signo = 2,times = 1

done

manu@manu-hacks:~/code/c/self/signal$

manu@manu-hacks:~/code/c/self/signal$ signo(2) :Interrupt

signo(36) :Real-time signal 2

./signal\_receiver:signal 36 caught **15408** times

[1]+ Done ./signal\_receiver 30

果然和预期的一样，发送了实时信号36共计20000次，但是信号deliver了15408次，超出部分都被丢弃掉了，如同非实时信号一样。

这个挂起信号的上限值是可以修改的，可以用ulimit -i unlimited这个命令将进程挂起信号的最大值设为无穷大，从而确保内核不会主动丢弃实时信号。注意的是，需要有root的权限。

root@manu-hacks:~/code/c/self/signal# ulimit -i unlimited

root@manu-hacks:~/code/c/self/signal# ./signal\_receiver 30 &

[1] 14820

root@manu-hacks:~/code/c/self/signal# ./signal\_receiver:PID is 14820

signal for signo(32) failed (Invalid argument)

signal for signo(33) failed (Invalid argument)

I will sleep 30 second

root@manu-hacks:~/code/c/self/signal# ./signal\_sender 14820 36 20000

pid = 14820,signo = 36,times = 20000

done

root@manu-hacks:~/code/c/self/signal# ./signal\_sender 14820 2 1

pid = 14820,signo = 2,times = 1

done

root@manu-hacks:~/code/c/self/signal#

root@manu-hacks:~/code/c/self/signal# signo(2) :Interrupt

signo(36) :Real-time signal 2

./signal\_receiver:signal 36 caught 20000 times

[1]+ Done ./signal\_receiver 30

本节用实验的方法证实了非可靠信号可能会丢失，而实时信号基本不会丢失，每向进程发送一次实时信号，基本可以确保信号处理函数会被执行一次。然后从内核层面解释了两者表现不同的原因

## 6.5 信号的安装

前面讲了很多传统信号的弊端，讲了signal的兼容性问题，有问题就会有解决方案。Linux在发展的过程中，提供了新的信号安装方法：sigaction函数。我们不再考虑那些模棱两可API，完全定制自己需要的信号处理函数。

#include <signal.h>

int sigaction(int signum, const struct sigaction \*act,

struct sigaction \*oldact);

struct sigaction {

void (\*sa\_handler)(int);

void (\*sa\_sigaction)(int, siginfo\_t \*, void \*);

sigset\_t sa\_mask;

int sa\_flags;

void (\*sa\_restorer)(void);

};

这个sigaction结构体，不是新朋友了，前面介绍rt\_sigaction的时候，已经提到了sigaction结构体。

sa\_mask顾名思义，就是信号处理函数执行期间，屏蔽信号集。前文介绍bsd\_signal的时候，我们知道，如果我们注册SIGINT信号，内核会自动将SIGINT添加入屏蔽信号集，在信号执行期间，SIGINT信号不会被deliver给进程。但是，也仅仅是SIGINT，如果执行SIGINT期间，想屏蔽SIGHUP，SIGUSR1，那么bsd\_signal就爱莫能助了。但是对sigaction函数而言，根本就不是问题：

struct sigaction sa；

sa.sa\_mask = SIGHUP|SIGUSR1|SIGINT;

需要提到的是，并不是所有的信号都能被屏蔽，SIGKILL和SIGSTOP，不可以为它们注册信号处理函数，也不能够屏蔽这些信号，原因是，系统总要控制某些进程，如果进程可以自行设计所有信号的处理函数，操作系统可能无法控制这些进程。换言之，操作系统是终极boss，需要杀死某些进程的时候，必须可以做到，SIGKILL和SIGSTOP不能被屏蔽，就是防止出现进程无法无天而操作系统徒叹奈何的困境。

如果强制为SIGKILL和SIGSTOP注册信号处理函数，会返回ERROR，并置errno为EINVAL。感兴趣可以自己测试下。

比较有意思的是sa\_flags。前面我们已经介绍了一些标志位，下面我们简要介绍sa\_flags的含义。

**SA\_NOCLDSTOP**

这个标志位只用于SIGCHLD信号。进程管理一章曾经提到，父进程可以监测子进程的三种事件：

* 子进程终止（即子进程死亡）
* 子进程停止（即子进程暂停）
* 子进程恢复（即子进程从暂停中恢复执行）

其中SA\_NOCLDSTOP标志位时用来控制第二和第三事件的。即一旦父进程为SIGCHLD信号设置了这个标志位，那么子进程停止和子进程恢复这两件事情，就无需向父进程发送SIGCHLD信号了。

**SA\_NOCLDWAIT**

这个标志只用于SIGCHLD信号。这个标志位时用来控制上面提到的子进程终止的行为。如果父进程为SIGCHLD设置了SA\_NOCLDWAIT标志位，那么子进程退出时，就不会进入僵尸状态。但是会不会向父进程发送SIGCHLD信号呢？这取决于实现。对于Linux而言，仍然会发送SIGCHLD信号。这点和上面的SA\_NOCLDSTOP略有不同。

**SA\_ONESHOT**

**SA\_RESETHAND**

这两个信号本质是一样的，表示信号处理函数是一次性的，信号递送出去之后，信号处理函数恢复成默认值SIG\_DFL。

**SA\_NODEFER**

**SA\_NOMASK**

这两个信号的本质是一样的，在信号处理函数执行期间，不阻塞当前信号。

**SA\_RESTART**

这个标志位置位表示，如果系统调用被信号中断，不返回错误，而是重启系统调用。

**SA\_SIGINFO**

这个信号表示，信号发送者会提供额外的信息，一般信号处理函数为：

void handle(int, siginfo\_t \*, void \*);

此处重点讲述下带SA\_SIGINFO标志为的信号安装方式。本章序言提到过，signal的本质是一种进程间的通信。一个进程向另外一个进程发送信号，能够传递的信息，不仅仅是signo，还可发送更多的信息，而接收进程也能获得出发送进程的PID，UID，以及发送的额外信息。

我们看下面的例子：

#include<stdio.h>

#include<stdlib.h>

#include<signal.h>

void sig\_int(int signo,siginfo\_t \*info,void \*context)

{

printf("\nget signal:%d\n",signo);

printf("signal number is %d\n",info->si\_signo);

printf("pid=%d\n",info->si\_pid);

printf("sigval = %d\n",info->si\_value.sival\_int);

}

int main(void)

{

struct sigaction new\_action;

sigemptyset(&new\_action.sa\_mask);

new\_action.sa\_sigaction = sig\_int;

new\_action.sa\_flags |= SA\_SIGINFO|SA\_RESTART;

if(sigaction(36,&new\_action,NULL)==-1){

printf("set signal process mode\n");

exit(1);

}

while(1)

pause();

printf("Done\n");

exit(0);

}

这个例子比较简单，我们为36号信号注册了信号处理函数，信号处理函数执行期间，屏蔽SIGINT信号，如果信号中断了系统调用，内核重启系统调用。我们带上了SA\_SIGINFO，所以我们的信号处理函数采用了

void sig\_int(int signo,siginfo\_t \*info,void \*context)

这个函数也很有意思，info->si\_pid信号发送者的PID，info->si\_value.sival\_int是信号发送进程发送的int值。发送进程和接收进程约定好，发送者使用sigqueue发送信号，同时带上int型的额外信息，接收进程就能获得发送进程的PID以及整型的额外信息。

那么系统说来，如果带了SIGINFO标志位，进程可以获得哪些信息？下一节介绍sigqueue函数时，会展开讲述。

## 6.6 信号的发送

要想触发信号处理函数，必然要有信号的发送。没有发送者，信号处理函数只是摆设而已。

有很多触发信号的方式：

**硬件异常产生信号**

硬件异常，可能产生SIGBUS、SIGFPE、SIGILL和SIGSEGV信号。当然也可以调用kill函数来产生这些信号，但一般不会这样用。

SIGBUS一般是由于访问了非法的地址。SIGBUS和SIGSEGV有点类似。但是略有区别。SIGSEGV多发生在地址是合法有效的，但是没有相应的权限。比如用户程序访问地址NULL或者访问地址0；而SIGBUS的关注点在地址不合法。一般来讲，地址不对齐，是触发SIGBUS的一种常见场景。比如int型变量一般是4字节对齐的，如果传入的地址不能被4整除，将会触发SIGBUS信号。此外，mmap函数中，将文件映射到内存，如果访问超出文件长度的地址，将会引发SIGBUS信号。

SIGFPE信号，一般由算术异常引发。表面看SIGFPE是负责浮点数异常的，实际上，覆盖的范围不仅仅是浮点数异常。包括除以0，包括溢出。

SIGILL信号，这个SIGILL的含义是illegal instruction，不合法的指令。一般程序尝试执行不存在的指令或者需要特权的指令时才会触发。

SIGSEGV信号，这个绝对是C程序员的梦魇，出现的概率要大于前面几个。一般来说，当程序尝试读或者写程序分配内存以外的地址，或者尝试修改只读内存地址会出现SEGSEGV信号。更常见的触发方法是访问NULL地址或者访问一个未初始化的地址；还有一种触发方法是栈空间遭到破坏，原本合法的地址被篡改。

上面这四种硬件异常，一般是由程序自身引发的，不是有其他进程发送的信号，并且这些异常比较致命，以至于进程无法继续下去。所以这些信号产生后，会立刻递送给进程。默认情况下，这四种信号都会是进程终止，并且产生core dump文件供调试。这些信号，进程不能忽略，而且也不能阻塞该信号。

**终端按键引发终端产生信号**

终端提供了一些发送信号的快捷键，可以通过stty -a查看终端的设置：

speed 38400 baud; rows 35; columns 157; line = 0;

intr = ^C; quit = ^\; erase = ^?; kill = ^U; eof = ^D; eol = <undef>; eol2 = <undef>; swtch = <undef>; start = ^Q; stop = ^S; susp = ^Z; rprnt = ^R;

从上面可看出终端提供了一些快捷键来发送信号给前台进程组的所有进程

* Ctrl+c : 发送SIGINT信号，信号的默认行为是进程终止；
* Ctrl+\ : 发送SIGQUIT信号，信号的默认行为是进程终止，并且产生core dump文件；
* Ctrl+z：发送SIGTSTP信号，是进程暂停，并且转入后台执行。

其中Ctrl+z快捷键称为挂起操作，非常有用，比如正在使用vim写代码，但是你需要跳回到终端执行几个命令，你又不想退出vim，也不愿意再打开其他终端，这时候你可以使用Ctrl+z快捷键，使vim进程暂停，并且转入后台。执行完你想做的事情之后，使用fg命令将暂停的vim进程恢复执行，并且转入前台执行。

注意SIGSTOP和SIGTSTP信号都可以是进程暂停执行，两者的区别在于，SIGSTOP信号不能忽略，不能捕获，不能忽略，不能阻塞，和SIGKILL类似。但是SIGTSTP不同，它只是普通信号，进程可以忽略之，捕获之，阻塞之。

在终端上，可以通过kill -signo PID命令向目标进程发送信号，比如发送SIGHUP信号给进程ID为234的进程，可以通过执行如下命令做到：

kill -2 234 或者

kill -SIGHUP 234

**软件条件触发信号**

这也是一类产生信号的方法。比较典型的有子进程终止，会向父进程发送SIGCHLD信号。当管道的所有读取端都关闭了，再向管道写入数据会产生SIGPIPE信号等。

除了上面提到的产生信号的方法，剩下的就是通过调用kill家族函数，向其他进程或者自己发送信号了。

### 6.6.1 kill，tkill和tgkill

kill的使用方式如下：

#include <sys/types.h>

#include <signal.h>

int kill(pid\_t pid, int sig);

根据pid的值，分成一下几种情况

* pid > 0 ,发送信号给PID = pid的进程
* pid = 0 ，发送信号给调用进程同一个进程组的每一个进程
* pid = -1，向调用进程有权限发送信号的进程，发出信号，init进程和进程自身除外
* pid < -1，向进程组-pid 发送信号。

这么多情况，最常见的就是第一种情况，向指定进程发送信号。

如何向线程发送信号？

Linux 提供了tkill和tgkill两个系统调用来向某个线程发送信号。

int tkill(int tid, int sig);

int tgkill(int tgid, int tid, int sig);

这两个是原生态的系统调用，glibc并没有提供对这两个系统调用的封装，所以如果我们想使用这两个函数，需要采用syscall的方式，具体如何调用，可以参考下面的示例代码。

等一下，为什么有了tkill，还要引入tgkill？

tgkill的第一个参数tgid，线程组中主线程的tid，或者称为进程号。看起来是多余的，其实起到一个保护的作用，防止发送信号到错误的线程。进程号或者线程ID这种资源是内核负责管理的，进程有自己的生命周期，比如向线程ID为123的线程发送信号，很可能线程123早就退出了，线程ID 123被内核分配给另一个不相干的进程。这种情况下，直接调用tkill，就可能发送信号到不相干的进程。为了防止出现这种情况，引入了tgkill系统调用，含义是向线程组ID是tgid，线程ID为tid的线程发送信号。这样误杀的概率就大大减少了。

我们用个例子来讲解如何向线程发送信号。

#include<signal.h>

#include<stdio.h>

#include<stdlib.h>

#include<pthread.h>

#include<sys/syscall.h>

#define NTHREAD 20

\_\_thread int pid;

\_\_thread int tid;

void\* thread\_func()

{

pid = getpid();

tid = syscall(SYS\_gettid);

fprintf(stderr,"I am thread %lx,PID(%d),TID(%d) \n",pthread\_self(),pid,tid);

while(1)

{

pause();

}

}

void signal\_handler(int signo)

{

char MSG[128] = {0};

if(signo == SIGINT)

{

snprintf(MSG,128,"I am PID(%d) TID(%d) I catch the SIGNAL SIGINT\n",pid,tid);

write(1,MSG,sizeof(MSG));

}

}

int main()

{

pthread\_t thread\_id[NTHREAD] ;

int i = 0;

int ret = 0;

struct sigaction sa;

pid = getpid();

tid = syscall(SYS\_gettid);

sa.sa\_handler = signal\_handler;

sa.sa\_flags |= SA\_RESTART;

sigemptyset(&sa.sa\_mask);

ret = sigaction(SIGINT,&sa,NULL) ;

if(ret == -1)

{

fprintf(stderr,"failed to install signal to process\n");

return -1;

}

for(i = 0; i < NTHREAD; i++)

{

ret = pthread\_create(&thread\_id[i],NULL,thread\_func,NULL);

if(ret != 0)

{

fprintf(stderr,"failed to create thread %d\n",i);

return -2;

}

}

for(i = 0 ; i < NTHREAD; i++)

{

pthread\_join(thread\_id[i],NULL);

}

return 0;

}

上面这个进程，会创建20个线程，在创建线程之前，注册了信号处理函数。主进程的信号处理函数，是否被继承到了线程？如果向主进程发送信号SIGINT，哪个线程会负责执行信号处理函数？如何向20个线程中的指定线程发送信号？这些都是困扰我们的问题。

在本节，我们解决如何向指定的线程发送信号：

#include<stdio.h>

#include<sys/syscall.h>

#include<getopt.h>

#include<string.h>

#include<errno.h>

int main(int argc,char\* argv[])

{

unsigned long tid = 0;

unsigned long tgid = 0;

int signo = -1;

int check\_group = 0;

int ret = -1;

static const struct option options[] = {

{"process\_id",required\_argument,NULL,"p"},

{"signal\_no",required\_argument,NULL,"s"},

{"check\_group",required\_argument,NULL,"g"},

{}

};

for(;;)

{

int option ;

option = getopt\_long(argc,argv,"p:s:g:",options,NULL);

if(option == -1)

break;

switch(option)

{

case 'p':

tid = strtol(optarg,NULL,0);

break;

case 's':

signo = atoi(optarg);

break;

case 'g':

check\_group = 1;

tgid = strtol(optarg,NULL,0);

break;

default:

ret = -1;

goto exit;

}

}

if(tid == 0 || signo == -1)

{

ret = -2;

goto exit;

}

if(check\_group == 1)

{

ret = syscall(SYS\_tgkill,tgid,tid,signo);

}

else

{

ret = syscall(SYS\_tkill,tid,signo);

}

if(ret != 0 )

{

fprintf(stderr,"send signo(%d) to tid(%lu) tgid(%lu) failed,reason(%s)\n",signo,tid,tgid,strerror(errno));

goto exit;

}

ret = 0;

exit :

return ret ;

}

在上面的示例代码中我们对tkill和tgkill进行了简单的封装，将系统调用封装成了一个binary tool，我们可以利用这个tool进行测试：

首先我们启动我们的thread\_group，创建20个子线程+自身主线程，共21个线程，我们只在主进程注册了信号处理函数，我们来观察，能否向线程发射信号，线程能否收到信号，线程是否执行主线程的信号处理函数:

manu@manu-hacks:~/code/c/self/signal$ ./thread\_signal

I am thread b6d98b40,PID(6938),TID(6940)

I am thread b7599b40,PID(6938),TID(6939)

I am thread b5595b40,PID(6938),TID(6943)

I am thread b5d96b40,PID(6938),TID(6942)

I am thread b6597b40,PID(6938),TID(6941)

I am thread b4d94b40,PID(6938),TID(6944)

I am thread b4593b40,PID(6938),TID(6945)

I am thread b3d92b40,PID(6938),TID(6946)

I am thread b3591b40,PID(6938),TID(6947)

I am thread b2d90b40,PID(6938),TID(6948)

I am thread b258fb40,PID(6938),TID(6949)

*I am thread b1d8eb40,PID(6938),TID(6950)*

I am thread b158db40,PID(6938),TID(6951)

I am thread b058bb40,PID(6938),TID(6953)

I am thread afd8ab40,PID(6938),TID(6954)

I am thread aed88b40,PID(6938),TID(6956)

I am thread af589b40,PID(6938),TID(6955)

I am thread b0d8cb40,PID(6938),TID(6952)

I am thread add86b40,PID(6938),TID(6958)

I am thread ae587b40,PID(6938),TID(6957)

可以看到创建20个线程完毕，所有线程都拥有相同的进程ID 6938，但是每个都有自己的thread id。下面我们调用我们的tkill tool来向thread id = 6950的线程发送信号SIGINT。在另一个终端上执行：

./tkill -p 6950 -s 2

在刚才的终端上，我们可以看到：

I am PID(6938) TID(6950) I catch the SIGNAL SIGINT

这个简单的例子说明了两点：

1. 主线程注册的信号处理函数，线程组里的线程得到了继承
2. tkill可以准确的发送信号到指定线程

同一个线程组的其他线程，为什么可以继承主线程的信号处理函数。发送信号给多线程的进程，进程会选择哪一个线程来处理信号。多线程程序收到kill信号的时候，或者触发core dump的时候，为什么所有线程都退出了，我们会在后面的线程与信号一节中讲述这些内容。

### 6.6.2 raise

Linux提供了向自身发送信号的接口：raise。

#include <signal.h>

int raise(int sig);

这个接口对于单线程的程序而言，就相当与执行

kill(getpid(),sig)

这个接口对于多线程的程序而言，就相当与执行

pthread\_kill(pthread\_self(),sig)

执行成功的时候，返回0，否则返回非零值。值得注意的是，信号处理函数执行完毕之后，raise才能返回。

### 6.6.3 sigqueue

信号发送方式当中，sigqueue算是后起之秀，传统的信号多用signal/kill这两个函数搭档，完成信号的安装和信号的发送。后来signal函数的表达力不够，使用不够灵活，所以引入了sigaction函数来完成信号的安装，与其对应的，有sigqueue函数来完成实时信号的发送，当然了，sigqueue也能发送非实时信号。

其接口如下

#include <signal.h>

int sigqueue(pid\_t pid, int sig, const union sigval value);

其中pid和sig都顾名思义，比较有意思的是第三个入参：

union sigval {

int sival\_int;

void \*sival\_ptr;

};

前面提到过，信号本质是一种进程间的通信，传递的信息不但有信号的值，还可以传递更多的信息，我们可以看到，我们通过sigqueue可以传递一个int值。当然了sigval是一个联合体，还可发送一个指针。但是考虑到，不同进程地址空间，传递指针对于另一个进程几乎没有任何的意义。一些简单的消息传递，完全可以使用sigqueue，通过sigval中的sival\_int来通知接收进程作相应的事情。可惜的是传递的信息终究是有限。

下面的一个例子，使用了sigqueue函数向进程发送信号，目标进程，信号值，发送次数，都可指定，发送信号的同时，在消息体中传递了一个int型的值123。

#include <signal.h>

#include <sys/types.h>

#include <unistd.h>

#include <string.h>

#include <errno.h>

#include <stdio.h>

#include <stdlib.h>

void usage()

{

fprintf(stderr,"sigqueue\_send sig pid [times]\n");

}

int main(int argc,char\* argv[])

{

pid\_t pid;

int sig;

int times = 0;

union sigval mysigval ;

if(argc < 3)

{

usage();

return -1;

}

pid = atoi(argv[1]);

sig = atoi(argv[2]);

if(argc >= 4)

{

times = atoi(argv[3]);

}

mysigval.sival\_int = 123;

if(sig < 0 || sig >64 ||times < 0)

{

usage();

return -2;

}

int i = 0;

for(i = 0 ; i< times; i++)

{

if(sigqueue(pid,sig,mysigval) != 0)

{

fprintf(stderr,"sigqueue failed (%s)\n",strerror(errno));

return -3;

}

}

return 0;

}

一般来说，sigqueue函数的黄金搭档是sigaction函数。前文我们提过sigaction来安装信号，注册信号处理函数。只要建立时，用到SA\_SIGINFO标志位，我们就可以使用带三个参数的信号处理函数来处理实时信号。

struct sigaction act；

act.sa\_flag |= SA\_SIGINFO;

三个参数的信号处理函数如下：

void handle(int, siginfo\_t \*info, void \*ucontext);

siginfo\_t结构体存在以下成员：

siginfo\_t {

int si\_signo;

int si\_errno;

int si\_code;

int si\_trapno;

pid\_t si\_pid;

uid\_t si\_uid;

union sigval si\_value;

void \*si\_addr

...

}

这个结构体包含很多信息，目标进程可以通过该数据结构，获取到相关的信息：

* si\_signo：信号编号
* si\_code：信号来源，可以通过这个值判断信号的来源

|  |  |
| --- | --- |
| **si\_code** | **信号来源** |
| **SI\_USER** | 调用kill或者raise的用户进程 |
| **SI\_TKILL** | 调用tkill或者tgkill的用户进程 |
| **SI\_QUEUE** | 调用sigqueue函数的用户进程 |
| **SI\_MESGQ** | 消息到达POSIX消息队列 |
| **SI\_KERNEL** | 内核产生的信号 |
| **SI\_ASYNCIO** | 异步IO操作完成 |
| **SI\_TIMER** | POSIX定时器到期 |

除此外，一些特殊的信号会产生一些独特的si\_code，来表达信号产生的根源或来源：

比如如果无效地址对齐引发SIGBUS信号，si\_code会被置为BUS\_ADRALN等。如想或者详情，可以查看glibc的bits/siginfo.h头文件。

* si\_value：这个值就是记录sigqueue函数发送信号时，带的伴随数据。
* si\_pid：对于kill或者sigqueue发送信号，si\_pid记录了信号发送者的进程ID
* si\_uid：对于通过kill或者sigqueue发送信号，si\_uid记录了发送者的真实用户ID。
* si\_addr：仅针对硬件产生的信号SIGBUS、SIGFPE、SIGILL和SIGSEGV设置该字段，该字段表示无效内存的地址（SIGBUS和SIGSEGV）或者导致信号产生的程序指令地址（SIGFPE和SIGILL）。

三参数信号处理函数的第三个参数是void\* 类型的，其实本质是一个ucontext\_t类型的变量。

typedef struct ucontext{

unsigned long int uc\_flags;

struct ucontext \*uc\_link;

stack\_t uc\_stack;

mcontext\_t uc\_mcontext;

\_\_sigset\_t uc\_sigmask;

struct \_libc\_fpstate \_\_fpregs\_mem;

} ucontext\_t;

这个结构体提供了进程上下文的信息，用于描述进程执行信号处理函数之前进程所处的状态。信号处理函数很少会用到这个变量，但是也有很精妙的应用。曾经在stackoverflow中看到利用这个打印出函数堆栈的应用。

对于写C程序的程序员而言，基本每个人都会遇到段错误。常在河边走，哪能不湿鞋，常在江湖漂，哪能不挨刀。一般而言，段错误是因为程序访问了非法的内存地址，这种情况下操作系统会发送一个 SIGSEGV信号给进程，导致进程产生核心转储文件并且退出。如何让进程捕捉到SIGSEGV，打印出有用的方便定位问题的信息，优雅的退出？可以给SIGSEGV注册信号处理函数。

#ifndef \_GNU\_SOURCE

#define \_GNU\_SOURCE

#endif

#ifndef \_\_USE\_GNU

#define \_\_USE\_GNU

#endif

#include <execinfo.h>

#include <signal.h>

#include <stdio.h>

#include <stdlib.h>

#include <string.h>

#include <ucontext.h>

#include <unistd.h>

typedef struct \_sig\_ucontext {

unsigned long uc\_flags;

struct ucontext \*uc\_link;

stack\_t uc\_stack;

struct sigcontext uc\_mcontext;

sigset\_t uc\_sigmask;

} sig\_ucontext\_t;

void crit\_err\_hdlr(int sig\_num, siginfo\_t \* info, void \* ucontext)

{

void \* array[50];

void \* caller\_address;

char \*\* messages;

int size, i;

sig\_ucontext\_t \* uc;

uc = (sig\_ucontext\_t \*)ucontext;

**caller\_address = (void \*) uc->uc\_mcontext.eip**;

fprintf(stderr, "signal %d (%s), address is %p from %p\n",

sig\_num, strsignal(sig\_num), info->si\_addr,

(void \*)caller\_address);

size = backtrace(array, 50);

/\* overwrite sigaction with caller's address \*/

array[1] = caller\_address;

messages = backtrace\_symbols(array, size);

/\* skip first stack frame (points here) \*/

for (i = 1; i < size && messages != NULL; ++i)

{

fprintf(stderr, "[bt]: (%d) %s\n", i, messages[i]);

}

free(messages);

exit(EXIT\_FAILURE);

}

int crash()

{

char \* p = NULL;

\*p = 0;

return 0;

}

int foo4()

{

crash();

return 0;

}

int foo3()

{

foo4();

return 0;

}

int foo2()

{

foo3();

return 0;

}

int foo1()

{

foo2();

return 0;

}

int main(int argc, char \*\* argv)

{

struct sigaction sigact;

sigact.sa\_sigaction = crit\_err\_hdlr;

sigact.sa\_flags = SA\_RESTART | SA\_SIGINFO;

if (sigaction(SIGSEGV, &sigact, (struct sigaction \*)NULL) != 0)

{

fprintf(stderr, "error setting signal handler for %d (%s)",

SIGSEGV, strsignal(SIGSEGV));

exit(EXIT\_FAILURE);

}

foo1();

exit(EXIT\_SUCCESS);

}

上面函数利用的第三个参数里面的ucontext->uc\_mcontext.eip字段，获取到了收到信号前的EIP寄存器的值，根据该值，可以讲堆栈信息打印出来。

root@manu-hacks:~/code/c/self/signal# gcc -o print\_bt print\_core.c

root@manu-hacks:~/code/c/self/signal# ./print\_bt

signal 11 (Segmentation fault), address is (nil) from 0x80486c2

[bt]: (1) ./print\_bt() [0x80486c2]

[bt]: (2) ./print\_bt() [0x80486c2]

[bt]: (3) ./print\_bt() [0x80486d4]

[bt]: (4) ./print\_bt() [0x80486e3]

[bt]: (5) ./print\_bt() [0x80486f2]

[bt]: (6) ./print\_bt() [0x8048701]

[bt]: (7) ./print\_bt() [0x8048786]

[bt]: (8) /lib/i386-linux-gnu/libc.so.6(\_\_libc\_start\_main+0xf5) [0xb75fa935]

[bt]: (9) ./print\_bt() [0x80484b1]

缺点是没有打印出函数，只打印了指令的地址，我们虽然可以根据objdump出汇编文件，去查找这些指令的地址，从而确定函数，但是手工干预太多。编译的时候，带上-rdynamic选项，我们就可打印出函数的地址了。

root@manu-hacks:~/code/c/self/signal# gcc -o print\_bt print\_core.c -rdynamic

root@manu-hacks:~/code/c/self/signal# ./print\_bt

signal 11 (Segmentation fault), address is (nil) from 0x8048992

[bt]: (1) ./print\_bt(crash+0x10) [0x8048992]

[bt]: (2) ./print\_bt(crash+0x10) [0x8048992]

[bt]: (3) ./print\_bt(foo4+0x8) [0x80489a4]

[bt]: (4) ./print\_bt(foo3+0x8) [0x80489b3]

[bt]: (5) ./print\_bt(foo2+0x8) [0x80489c2]

[bt]: (6) ./print\_bt(foo1+0x8) [0x80489d1]

[bt]: (7) ./print\_bt(main+0x7e) [0x8048a56]

[bt]: (8) /lib/i386-linux-gnu/libc.so.6(\_\_libc\_start\_main+0xf5) [0xb75c7935]

[bt]: (9) ./print\_bt() [0x8048781]

可以很清楚的看到堆栈调用关系，方便我们定位问题。

## 6.7 信号与线程的关系

前面也曾简单提到多线程，比如如何向多线程中的某个发送信号，本节重点讲述多线程与信号的关系。

提到线程与信号的关系，必须提POSIX标准，Linux也遵循POSIX标准：

* 信号处理函数必须在多线程应用的所有线程之间共享，但是，每个线程要有自己的挂起信号掩码和阻塞信号掩码。
* POSIX 函数kill/sigqueue必须面向所有的多线程应用而不是某个特殊的线程
* 每个发给多线程应用的信号仅传送给1个线程，这个线程是由内核从不会阻塞该信号的线程中随意选出
* 如果发送一个致命信号到多线程，那么内核将杀死该应用的所有线程，而不仅仅是接收信号的那个线程。

这些是POSIX标准的要求，Linux要遵循这些要求，Linux是怎么做到的呢？

在进程管理一章，曾经提到过内核的进程描述符的一些成员变量

struct task\_struct {

pid\_t pid;

pid\_t tgid

.....

struct task\_struct \*group\_leader; /\* threadgroup leader \*/

......

struct list\_head thread\_group;

....

}

线程描述符有两个pid\_t类型的变量，从字面上看，pid是进程的进程id，其则不然，pid本质是进程的线程ID，而tgid是thread group id，才是真正的进程ID。

如何理解？

对于多线程程序而言，无论哪个线程，执行getpid，返回值都是一样的，最终返回的都是内核中进程描述符的tgid字段。但是如果执行gettid系统调用，就会发现各个线程返回的值是不一样的，而这个值对应的是进程描述符的pid字段。

单线程的程序，线程ID （即进程描述符中的pid）等于线程组ID（即进程描述符中的tgid），group\_leader指向自己的进程描述符。对于多线程程序，第一个主线程，内核会分配线程ID，线程组ID等于自身的线程ID。group\_leader指向自身的进程描述符。主线程可能会通过pthread\_create来创建其他线程。这时候，CLONE\_THREAD标志位等于1，来告知内核，这是主线程创建的子线程。此时，内核会分配新的线程ID（即进程描述符中的pid），但是线程组ID指向创建者即主线程的线程组ID。同时group\_leader指向创建者即主线程的进程描述符，并且将线程通过链表头，链在一起，方便遍历。

### 6.7.1共享信号处理函数和私有阻塞信号掩码

我们都知道，无论线程创建还是进程创建，最终都会走到do\_fork，到底是创建线程还是进程传进来的标志位来决定的。而do\_fork会调用copy\_process来完成大部分的工作。

copy\_process中有如下的代码：

p->pid = pid\_nr(pid);

p->tgid = p->pid;

if (clone\_flags & CLONE\_THREAD)//创建线程，tgid等于当前调用线程的

p->tgid = current->tgid;

p->group\_leader = p;//主线程的group\_leader指向自身。

INIT\_LIST\_HEAD(&p->thread\_group);

if (clone\_flags & CLONE\_THREAD) {

//线程处理部分，group\_leader指向主线程的进程描述符。同时挂入链表中

current->signal->nr\_threads++;

atomic\_inc(&current->signal->live);

atomic\_inc(&current->signal->sigcnt);

p->group\_leader = current->group\_leader;

list\_add\_tail\_rcu(&p->thread\_group,

&p->group\_leader->thread\_group);

}

了解了这些，我们可以看下进程描述符中信号相关的数据结构了。

/\* signal handlers \*/

struct signal\_struct \*signal;

struct sighand\_struct \*sighand;

sigset\_t blocked, real\_blocked;

sigset\_t saved\_sigmask;

struct sigpending pending;

上面这些都是进程描述符的成员变量，其中同一线程组的所有线程的signal指针都指向同一个signal\_struct 类型的变量，sighand成员变量也是如此，同一线程组的所有线程指向同一个sighand\_struct类型的变量。

static int copy\_signal(unsigned long clone\_flags,

struct task\_struct \*tsk)

{

struct signal\_struct \*sig;

//线程，直接返回，表明同一线程组共享signal\_struct类型的变量

if (clone\_flags & CLONE\_THREAD)

return 0;

//主线程，则需要分配一个signal\_struct类型的变量

sig = kmem\_cache\_zalloc(signal\_cachep, GFP\_KERNEL);

tsk->signal = sig;

if (!sig)

return -ENOMEM;

sig->nr\_threads = 1;

atomic\_set(&sig->live, 1);

atomic\_set(&sig->sigcnt, 1);

init\_waitqueue\_head(&sig->wait\_chldexit);

sig->curr\_target = tsk;

...

}

static int copy\_sighand(unsigned long clone\_flags,

struct task\_struct \*tsk)

{

struct sighand\_struct \*sig;

if (clone\_flags & CLONE\_SIGHAND) {

//如果发现是线程，直接讲引用计数++，无需分配sighand\_struct结构

atomic\_inc(&current->sighand->count);

return 0;

}

sig = kmem\_cache\_alloc(sighand\_cachep, GFP\_KERNEL);

rcu\_assign\_pointer(tsk->sighand, sig);

if (!sig)

return -ENOMEM;

atomic\_set(&sig->count, 1);

memcpy(sig->action, current->sighand->action, sizeof(sig->action));

return 0;

}

内核通过共用一套信号处理函数相关的内核变量sighand\_struct来共享了信号处理函数，多线程程序，安装的信号处理函数，对每个进程而言是一样的，因为他们原本就共用同一个结构体。
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我们无论用signal函数还是用sigaction函数安装信号，我们定义的信号处理函数会被记录在内核的sa\_handler。而sa\_mask表示该信号处理函数执行期间，需要屏蔽的信号，sa\_flags前面也提到了。这三个量就完整表达了信号的行为。而多线程中，这64个信号的信号处理行为是共享的。

上图中，进程描述符里的blocked是进程的阻塞信号集，它的本质是一个位图。本线程屏蔽的信号置1。多线程程序，每个线程都有自己的blocked集合。各线程独立的阻塞信号集blocked，符合了POSIX的标准。

glibc提供了sigprocmask函数来指定信号的屏蔽集合。所谓屏蔽，指的是暂时不会将该信号递送给进程，但是会将信号记录在挂起信号之中。一旦进程解除了对该信号的屏蔽，该信号就可以递送给进程，从而触发信号处理函数了。

#include <signal.h>

int sigprocmask(int how, const sigset\_t \*set, sigset\_t \*oldset);

setprocmask函数的行为取决于第一个参数how：

* SIG\_SETMASK：将进程的信号掩码设为set
* SIG\_BLOCK：将set集合中的信号加入到屏蔽信号集合中去。
* SIG\_UNBLOCK：从进程的屏蔽信号集合中移除set中出现的信号。

对于信号集合，sigset\_t，Linux提供了一些函数来组建信号集合：

#include <signal.h>

int sigemptyset (sigset\_t \*set);

int sigfillset (sigset\_t \*set);

int sigaddset (sigset\_t \*set, int signo);

int sigdelset (sigset\_t \*set, int signo);

int sigismember (const sigset\_t \*set, int signo);

sigemptyset()初始化有信号集合，将信号集合设为空，sigfillset()正相反，讲所有信号放置到信号集合之中，一般初始化信号集合会调用这两个函数之一。

sigaddset()将signo放到信号集合set之中，sigdelset()将signo从信号集合set中移除。成功返回0，失败返回-1。一般失败的原因是signo是无效值。

sigismember()用来判断signo是否是信号集合set中成员。signo在信号集合set中，则返回1，signo不在信号集合set之中返回0，出错返回-1（如信号值signo是无效值）。

### 6.7.2私有挂起信号和共享挂起信号

前面我们讲述传统信号的不可靠性的时候，提到了一个关键的数据结构struct sigpengding，我们重点讲解了这个结构体，解释了传统信号为何不可靠，以及实时信号为何可以做到不丢弃信号。

很有意思的是，内核的进程描述符中存在两个struct sigpengding结构体：

struct sigpending pending;

struct signal\_struct \*signal;

在成员变量singal结构体中，还有一个shared\_pending字段：

struct signal\_struct {

atomic\_t sigcnt;

atomic\_t live;

.....

/\* shared signal handling: \*/

struct sigpending shared\_pending;

....

}

POSIX标准的第二条，就是kill和sigqueue发送的信号必须面对所有进程，而不是某个进程，内核如何做到呢？很简单，shared\_pending是线程组所有线程共享的，pending是各个线程各自独立的。对于不区分线程，向线程组所有线程发送信号的kill和sigqueue，将信号记录在shared\_pending内。对于区分线程，向特定线程发送信号的tkill或者tgkill，内核将信号记录在线程自己的pending内。

内核\_\_send\_signal函数中存在下面一行代码：

pending = group ? &t->signal->shared\_pending : &t->pending;

如果用户调用的是kill或者sigqueue，那么group是1，如果用户调用的是tkill或者tgkill，group参数是0。内核以此来区分该信号是发给线程组的还是发给单个特定线程的。

通过进程描述符中的pending，我们实现了每个线程都有自己的挂起信号集合。通过进程描述符中的signal.shared\_pending ，我们做到了kill/sigqueue发送的信号，对线程组的每个线程可见。从而符合了POSIX标准的第一和第二条。
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因为多个线程都共享一个shared\_pending ，所以kill或者sigqueue发送的信号，内核可能从挂起信号中摘下该信号，然后递送给线程组的任意线程。这部分逻辑，我们会在signal的deliver顺序一节中详细讲述。

glibc提供了一个API来获取当前线程的待处理信号。但是待处理信号不是简单的所有挂起信号，即不是私有pending和共享shared\_pending的并集，而是挂起信号中被阻塞的那些信号。只有改变阻塞信号掩码，这些信号才有机会deliver给进程。

我们看下内核代码：

long do\_sigpending(void \_\_user \*set, unsigned long sigsetsize)

{

long error = -EINVAL;

sigset\_t pending;

if (sigsetsize > sizeof(sigset\_t))

goto out;

/\*多线程共享shared\_pending，所以要加锁\*/

spin\_lock\_irq(&current->sighand->siglock);

sigorsets(&pending, &current->pending.signal,

&current->signal->shared\_pending.signal);

spin\_unlock\_irq(&current->sighand->siglock);

/\* Outside the lock because only this thread touches it. \*/

/\*取当前挂起信号的集合，与阻塞信号掩码取交集。\*/

**sigandsets(&pending, &current->blocked, &pending);**

error = -EFAULT;

if (!copy\_to\_user(set, &pending, sigsetsize))

error = 0;

out:

return error;

}

### 6.7.3 致命信号下，进程组全体退出

至于多线程程序的退出，我们知道，有些情况下，我们希望整个线程组的所有线程都退出。引入线程组的概念之后，Linux多了一个exit\_group的系统调用，来完成这件事情。第四章讲述exit的时候，已经分析了这个系统调用，exit\_group基本是调用了do\_exit\_group,完成退出。对于收到致命信号，POSIX标准要求线程组所有线程一并退出。在get\_signal\_to\_deliver中，如果发现信号是致命信号，会调用do\_exit\_group完成线程组的整体退出，当然了，有些信号可能需要产生core文件，在退出之前，会通过do\_coredump产生core dump。

## 6.8等待信号

有时候，我们需要等待信号的发生。POSIX提供了三种机制用来挂起进程，等待信号的递送。分别是pause，sigsuspend，sigwait。

### 6.8.1 pause函数

pause函数将调用线程挂起，直到传递了一个信号为止。这个信号的动作或者是执行了用户定义的信号处理函数，或者是终止进程。如果是执行用户自定义的信号处理函数，pause会在信号处理函数执行完毕后返回，如果是终止进程，pasue函数就不返回了。比较有意思的是pause函数总是返回-1，所以不要误认为返回0。

#include <unistd.h>

int pause (void);

如果我们希望pause函数来等待某个特定的信号，就必须确定哪个信号会让pause返回。事实上，pause并不能主动区分使pause返回的信号是否是我们期待的信号。我们必须间接完成这个任务。常用的方法是，在我们期待的特定信号的信号处理函数中，设一个标志符，待pause返回后，查看标志符是否置位，从而判定我们期待的特定信号是否捕获。

static volatile sig\_atomic\_t sig\_received\_flag = 0;

while(sig\_received\_flag == 0)

pause();

如果等待的信号的信号处理函数会将sig\_received\_flag 置为 1，下面的代码就能阻塞，一直到接收到特定的信号为止。

看起来很美好，可是上面的逻辑是有漏洞的。设想在检查sig\_received\_flag == 0之后，调用pause之前，等待的信号传递给了进程，进程就会依然阻塞。也就是说，等待的信号已经到来，但是被进程错失了，在收到任何一个信号之前，进程都无法发现，其实进程等待的信号早就已经收到。

再举一个例子，来描述一下pause的困境。在编程中，在关键代码片段，我们不期望信号打断正常的流程，我们会临时阻塞信号，关键区域完成之后，我们解除信号的阻塞，然后暂停执行直到有信号到达为止：

/\*end of critical region\*/

sigprocmask(SIG\_SETMASK,&orig\_mask,NULL);

/\*在critical region期间，如果有信号到达，解除阻塞后，如果在此处，信号被递送给进程，就会导致pause无法捕获到critical region期间的信号\*/

pause();

我们可以看到解除对特定信号的阻塞之后，调用pause之前，信号已经deliver给进程，这个信号已经错失了，pause无法等到这个信号，直到下一个信号deliver给进程pause都无法返回。这就违背了代码的本意：解除对信号的阻塞并且等待该信号第一次出现。

要避免这种情况，必须将解除信号阻塞和挂起进程等待信号两个动作封装成一个原子操作。这就是引入sigsuspend系统调用的原因。

### 6.8.2 sigsuspend函数

上一节中提到，pause之前传递信号是早期遇到的一个困境，并且没有好办法解决这个问题。本质上讲，讲解除信号的阻塞和挂起进程等待信号必须封装成原子操作，才能解决这个问题，sigsuspend解决了这个问题。

#include <signal.h>

int sigsuspend(const sigset\_t \*mask);

sigsuspend函数用mask指向的掩码来设置进程的阻塞掩码，并将进程挂起，直到进程捕捉到信号为止。一旦从信号处理函数中返回，sigsuspend函数会将进程的掩码恢复为调用之前的老的阻塞掩码值。

简单地说，sigsuspend相当于以不可中断的方式执行下面的操作：

sigprocmask(SIG\_SETMASK,&mask,&old\_mask);

pause();

sigprocmask(SIG\_SETMASK,&old\_mask,NULL);

有了sigsuspend函数，我们可以完成上一节pause完成不了的任务了：

static volatile sig\_atomic\_t sig\_received\_flag = 0;

sigset\_t mask\_all,mask\_most,mask\_old;

int signum = SIGUSR1;

sigfillset(&mask\_all);

sigfillset(&mask\_most);

sigdelset(&mask\_most,signum);

sigprocmask(SIG\_SETMASK,&mask\_all,&mask\_old);

/\*不要忘记先判断，因为sigprocmask阻塞所有信号之前，SIGUSR1可能被递送\*/

if(sig\_received\_flag == 0)

sigsuspend(&mask\_most);

sigprocmask(SIG\_SETMASK,&mask\_old,NULL);

假定等待特定信号SIGUSR1，首先讲所有的信号屏蔽掉，如果屏蔽信号之前，已经收到SIGUSR1，那么sig\_received\_flag会被设置为1，那么不需要调用sigsuspend，我们已经等到了我们要等的信号SIGUSR1。如果没收到，调用sigsuspend，阻塞掩码设为mask\_most，所有信号都屏蔽，只有SIGUSR1屏蔽。sigsuspend返回时，我们就可以确定，我们收到了信号SIGUSR1。阻塞掩码恢复成调用sigsuspend之前的mask\_all，然后显式将阻塞掩码恢复成默认的阻塞掩码mask\_old。

等一等，类似于上一节的代码，判断之后，pause之前，有信号递送，会导致信号错失，那么在上面的代码中，判断sig\_received\_flag==1之后，sigsuspend之前，是否会有SIGUSR1被递送给进程，导致错失信号一次？答案是否定的，因为我们已经setprocmask阻塞了所有信号，SIGUSR1没有机会递送给进程。

上面的代码完成了等待某特定信号的任务，但是上面的代码有副作用，就是等待期间，所有的其他信号都不能递送，原因是，sigsuspend的mask阻塞了所有SIGUSR1以外的信号，导致其他信号无法正常的递送。

static volatile sig\_atomic\_t sig\_received\_flag = 0;

sigset\_t mask\_blocked,mask\_old,mask\_unblocked;

int signum = SIGUSR1;

sigprocmask(SIGSETMASK,NULL,&mask\_blocked);

sigprocmask(SIGSETMASK,NULL,&mask\_unblocked);

sigaddset(&mask\_blocked,signum);

sigdelset(&mask\_unblocked,signum);

/\*将SIGUSR1添加到阻塞掩码中，确保下面判断sig\_received\_flag和sigsuspend之间不会收到SIGUSR1信号，导致SIGUSR1错失\*/

sigprocmask(SIG\_BLOCK,&mask\_blocked,&mask\_old);

/\*sigsuspend可能会有其他信号导致返回，所以需要判断sig\_received\_flag\*/

while(sig\_received\_flag == 0)

sigsuspend(&mask\_unblocked);

/\*将信号恢复成默认值\*/

sigprocmask(SIG\_SETMASK,&mask\_old,NULL);

上面的例子我们做到了等待特定信号SIGUSR1，期间如果有其他信号，不要影响其他信号的递送。至此等待特定信号算是圆满解决。

### 6.8.3 sigwaitinfo函数

sigsuspend函数可以实现等待特定信号的任务，但是看到上面示例过于繁复，有一定的心智负担，不够直接。sigwaitinfo函数可以同步的接收信号。

#include <signal.h>

int sigwaitinfo(const sigset\_t \*set, siginfo\_t \*info);

int sigtimedwait(const sigset\_t \*set, siginfo\_t \*info,

const struct timespec \*timeout);

sigwaitinfo函数会将当前进程挂起，知道set指向的信号集合中某个信号到达为止。如果调用调用sigwaitinfo函数时，set中已经有信号处于挂起状态，那么sigwaitinfo立即返回，传递来的信号从挂起队列中移除，并将返回信号的signo作为函数的返回值。info参数如果不是NULL，其中返回的信息和sigaction三参数信号处理函数中的第二参数siginfo\_t参数相同。

sigwaitinfo的本质是同步等待信号的到达，所以不需要编写信号处理函数。需要提示的一点是，纵然某信号遭到了阻塞，sigwaitinfo依然可以获取等待信号，所以调用sigwaitinfo之前，将set中信号阻塞是推荐的选择，因为如果不阻塞，调用sigwaitinfo之前或者两次sigwaitinfo之间有信号到达，只能按照默认的处理方式处理。

一个典型的调用sigwaitinfo的方式是如下的：

int sigusr1 = 0;

sigemptyset(&mask\_sigusr1);

sigaddset(&mask\_sigusr1,SIGUSR1);

sigprocmask(SIG\_SETMASK,&mask\_sigusr1,NULL);

while(1)

{

sig = sigwaitinfo(&mask\_sigusr1,&si);

sigusr1\_count++;

}

上面这个例子是统计收到SIGUSR1的次数。在sigwaitinfo之前，首先调用sigprocmask将等待集合的信号屏蔽。

sigtimedwait和sigwaitinfo用法是一样的，只不过timeout参数指定了最大等待的时长，如果调用超时但是没有等到任何信号，sigtimedwait返回-1，并且errno设为EAGAIN。

最后，SIGKILL和SIGSTOP不能等待，尝试等待SIGKILL和SIGSTOP会被忽略。原因和无法更改SIGKILL和SIGSTOP信号的信号处理函数一样，内核是终极boss，防止内核无法控制进程的情况出现。

## 6.9 通过文件描述符来获取信号

除了传统的信号处理函数和前面提到的通过sigwaitinfo同步地等待信号外，Linux提供了另外一种机制来接收信号：通过文件描述符来获取信号。这个机制和sigwaitinfo非常地类似，都属于同步等待信号的范畴，都需要首先调用sigprocmask将关注的信号屏蔽，防止被信号处理函数劫走。不同之处在于，文件描述符方法提供了文件系统的接口，可以通过select、poll和epoll来监控这些文件描述符。

下面看下接口：

#include <sys/signalfd.h>

int signalfd(int fd, const sigset\_t \*mask, int flags);

mask参数是信号集，表示关注的信号的集合。这些信号的集合应该在调用signalfd函数之前，首先调用sigprocmask函数，阻塞这些信号，防止被信号处理函数劫走。

首次创建时fd参数应该为-1，该函数会创建一个文件描述符，用于读取mask中到来的信号。如果fd不是-1，表示是修改操作，一般是修改mask的值。fd须是之前调用signalfd返回到值。

第三个参数 flags用来控制行为，目前支持的标志位有：

SFD\_CLOEXEC：和普通文件的O\_CLOEXEC一样，调用exec函数时，文件描述符会被关闭

SFD\_NONBLOCK：控制将来的读取操作，如果read时，并没有信号到来，立刻返回失败，设置errno为EAGAIN。

创建文件描述符后，可以使用read函数来读取到来的信号。提供缓冲区大小一般要足以放下一个signalfd\_siginfo结构体，该结构体一般包括如下成员变量

struct signalfd\_siginfo {

uint32\_t ssi\_signo;

int32\_t ssi\_errno;

int32\_t ssi\_code;

uint32\_t ssi\_pid;

uint32\_t ssi\_uid;

int32\_t ssi\_fd;

uint32\_t ssi\_tid;

uint32\_t ssi\_band;

uint32\_t ssi\_overrun;

uint32\_t ssi\_trapno;

int32\_t ssi\_status;

int32\_t ssi\_int;

uint64\_t ssi\_ptr;

uint64\_t ssi\_utime;

uint64\_t ssi\_stime;

uint64\_t ssi\_addr;

uint8\_t pad[X];

};

这个结构体和前面提到的siginfo\_t结构体几乎可以一一对应。含义和siginfo\_t中的成员一样的，不再赘述。

典型的使用signalfd来接收信号的方法如下（忽略了一些异常处理）：

sigprocmask(SIG\_BLOCK,&mask,NULL);

sfd = signalfd(-1,&mask,NULL);

for(;;)

{

n = read(sfd,&fd\_siginfo,sizeof(struct signalfd\_siginfo));

if(n != sizeof(struct signalfd\_siginfo))

{

/\*error handle\*/

}

else

{

/\*process the signal\*/

}

}

用文件描述符和sigwaitinfo两种方法来处理信号是比较推荐的做法，因为传统信号处理函数的方法由于异步带来很多问题，其中用文件描述符的方法更加值得推荐，因为方法简单，可以和select、poll和epoll函数配合使用，非常灵活。

## 6.10信号递送的顺序

有一个非常有意思的话题，当处于挂起状态的信号有多个，信号递送的顺序是如何的呢？

信号实质上是软中断，中断有优先级，信号也有优先级。如果一个进程有多个未决信号，则对于同一个未决的实时信号，内核将按照发送的顺序来递送信号。如果存 在多个未决的实时信号，则值（或者说编号）越小的越先被递送。如果既存在不可靠信号，又存在可靠信号（实时信号），虽然POSIX对这一情况没有明确规 定，但Linux系统和大多数遵循POSIX标准的操作系统一样，将优先递送不可靠信号。

纵然是有限递送不可靠信号，不可靠信号不同信号之间的优先级如何呢？内核如何实现这些这些优先级的顺序呢？

内核选择信号deliver给进程的代码流程如下图所示：

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAA58AAABiCAIAAABYl/BxAAAACXBIWXMAAAsTAAALEwEAmpwYAAAAB3RJTUUH3gYCDiwOFb6BdwAADT9JREFUeNrt3H1UVHUex/HPKCLZmJSkYpq6QWlhtR3WFG1zW9fUA9Um5vbAKqYRkZoPEKaCiKtgHlMrY1ND81THXA+VVhy3U5ZFVlarWFFSoWw+l6yQISCzf3CTGOcyPA1chvfrr/HOvb+5/X6f+53v3GawORwOAQAAAF6hHVMAAAAAulsAAACA7hYAAACguwUAAADobgEAAEB3CwAAANDdAgAAAHS3AAAAAN0tAAAAQHcLAAAAulsAAACA7hYAAACguwUAAADobgEAAEB3CwAAALR2jsYpLi5Onh8fMuByZrJpBfXrnpgwtbi42AF4HeoGdYNskA2yQTY8x+ZwOBo8IyUlJaNHDvXvkJc8uSwkSH6+hKRpVJxVXoFS1vjkH+2zM+c/drvdmudZUlKybOnCLf/atO+rg6xac1aiyHF3zZ2/2LLBoG5QN8gG2SAbZKMFNaq7XZCU8Om7q7YuP0M+PGRcok/QDbFL0ldRa+A1lYi60ZbrBtkgG2SDbFi9ux14dZ/MOQdDryYVnpJXoIj47vu/O0KtgddUIupGW64bZINskA2yYfXu1maz/ZLDTTsPqjirDjeqMWtEraESWa7oUDfacN0gG2SDbJCNZtDYv5lA1DzKp711z23fVwdDgliiFhPUW/nfH22lJ0/daLN1g2yQDbJBNlpBd4u2jFpDJQIAgO4WAAAAoLsFAAAA6G4BAABAdwsAAADQ3QIAAAB0twAAAADdLQAAAEB3CwAAALpbAAAAgO4WAAAAoLsFAAAA6G4BAABAdwsAAADQ3QIAAAB0twAAAADdLQAAAOAV3a0tlBMD2iiuMiaEyWFCwMp6YXdLGppHQUFBfHx8fn4+GfDoS3hfDttCcig7ZIO0kI0GrxHtB92tBzl2s/S16du3b2lpaXBw8OjRo7dt21ZRUdGmKkLzVx+vqXceTQ5lh2yQFrLBysIbutuyckWnyC9M3Udq2cbq7aVleihN9ptkv0kPpam0zHSE7Bxd+zf5hanfbcp8zbmZcBr/3HZbqNa9qj7h8h2sG+7V3v3G9h+OKTJBnYbKd7DGTNPxk16bjLlz59rt9uzs7IiIiAEDBmRkZBQVFVER+K9zKzU1NSAgoCo5wcHBaWlpJ06caNrLX9Lc1brkFvmF6d55Kjnt/nI2+yzhcpz67k/Zaf5skBYvS4tHs2F2T8HlBLpcuPBH9O5nxrMf7NEds4yFsIXWdm+ClaW7NZWUof+V6Ni/tT9LOXtrbD90XIeydShbR35UUobpCFFJWj5TpTn6eIM+/9r1+Cfe0v4s7cqt8dTbn+izF1Sao/vGaMoiY+OtD2vWfSrZqdMf6NpgJazy2mT06NEjOTm56nF+fn5sbGy/fv2mTp2al5dX+5tK7cXd+hXh/DOs+0ep+r6//vZFvzmo/mNrbLzyTn35nZv31MDAQB8fH0slx9/f//HHH696XFBQMGfOnMDAwKioqPfff7+pLv+UZ/XFt9qfpZKd6uSnx552s78Zs3Eavz9lx9PZIC1elhaPZsOMywl0uXBLpykuTZWVkjR1qZbPNG5JOHbXdm+ClW1BNofD0fCDbTZP33O6bLR2rVfv7pJ04LD6RhhJCrxVu9arT6CxfdAEHd3ueoQ+4Yr/u8beosCAGs3EuXF2b9Rl3Yw2qNcYY7stVL/kyM9Xkior5Remsl3OI1dWyn+4Tr1XY0BPfL5szBo1RkVFxcCBA89vZ4cPHx4XFzdu3Liq/+TEJ/XNQT2fokqHJqVoy9vGVKQ8q8+/1rokdbErdoku6KhV8XWaq0tH6KXFGjFIx08qda3zUWYvZwvVPaO0Kl4Xd9aKl7Rpuz7aIEkhd2nNPN0YokqH5q3W0Z+UmezmNJyeSlilbw7o+YWSNHGBgnpr6TTXB1ad2/oFxp5Z79R1KqoeDInWskc09DpJ2vm5Elbpw8zajpVUXFxst9stWFmGDBmya5fzNRMaGhoTEzNlypQ6Xixml3/vMcrJNLafLlXPUSraUdv+Tgt67p9m49R3fwuWnRasG82TDdLS4LS0wWyYXSMuJ9Bs4e5fqIFB8uuowyeUElOn97JW135YORv15WPx8zt03AiZZPSyVY78WP3PPoE6ecp0hK1PaNE6zVutHl21YpZGhdV49siPRrak6gdVqrIlqV07lf/6LaAP9yrxKX3yhX45I0ntm+Xet81ms9Si5OXl7dmz59w/N2zT7o2yd5KklbO15W1j+9pXlJOprl2M7T1HGW2ZW538lFega36nwAAXh5i9nKR1ScaqPXK3Ep80Nu57+dd1lBbHyX+40d3W3cbXtWu9LrpQkp6YqUETTLvbjW/U2DPrnfpNRXSE1r5idLfPvaboCPfHdu7cuRWVm6Kionp9v8Xs8v/vMQX/1Xh8pqz6MjTb34zZOI3f3wplx2p1o2mzQVoak5a2lg0zLifQbOEi/qikDJWVa9uKuo7vBe1H62X16el5qQqPGo8PHK7e3qNrje0XX2Q6wrXBejlNRTu0Zp6iU5yf7dFVPxwzHp8bsBZ3JSo+Sqfek2O3yj/S2crmmARHC8nKynI6k2HDhmVmZhYWFqamprq9RKtqhF+Y/MJ04bDavnZ2fkV47zMNiFT/scrOcX62ARXh5gfUaahsoWo/SKdL6z3/df8oVfv7q9upuG+MNm1XyWmVnNam7bpnlPtjHZaUmZlZ4zO0j094ePibb76Zm5s7e/bsxl/+vbqp8HWV5qg0R47dqvjYzf7t2xn/S1GqMYFm49R3f2uWHe/OBmlpTFraWjbqxWzhVr6k6Xdr5r1a/kJdh/KC9oPu1lOixmj6MuP9fvqy6u0TwjV9mU79bGyfEG46QnRKdeU6U+78bNU4VePPesL9+fxcKr+O8mmv4yddhNWbFBUVzZgxo+pxQEDAxIkTc3Nzd+7cOXHiRKcveppdonUv7havCHX/KFXf99fzb1rffauef13rt2n8SOP+dIOnsQWTEx9v3F729/dPTEzMzc3dunXrqFGj/Pz8muTyf3i87k81YpBfWB0Ss/2vv0pPvazKSh0/qZjF7sep7/6UnebPBmnxsrR4NBv14nLhPtyroz/p/tv1wJ36+AvjFxEXXqCjP9U2FCtLd2tq4YPq2kWX3KLLwzXs+urtC2LUq5u6/UUBI9SruxbFmo4wZqhGT5PvYMWl68VFzs8uiFEXuzH+oGvUwd03NV5cpJh/yGeQQqM0ZKA3JyM6OrqgoGDEiBGbN28uLCzMzMwMCQlxuafZJWpW3K1fEZzOsO4fper7/nq+SbcrY4vWvqJJt9X7WIuYP3/+iRMnBg8evGbNmsOHDy9ZsqR///5Ne/k/OkFDr9OwyfIZpMhHNWaom/2fS9L6rfIdrNAo3fR79+PUd3/KTvNng7R4WVo8mo16cblw855R2lRjhyfjNXuFJC2KVZ/w2n4hzcq2IKv/qqw5ffeD/hyr71+z2Aq1xLe8d+zYsWXLlpiYGLOO9rerX1qmuDRtfEP2TnosWo89Xf0V+PQNytiiwiMKCdLcSRo3QpJWvKjEp3SmzPSL8JvfUvI/lV+o/n21dJrxXaVzX5w3ezmz33Zk5yguXQcO67JuenSC4tJd/3bkt5zOsLRMCSv1bJYkTb5Dy2fIt4PrA8vKFZeuDduMc4tfWf0SLqfC6VdlVa64XZK+fbV6WLNjJcv9AiAvLy89PT0uLi40NLTF64bnfutp/bJjwV+HWCobbTktZIP2oxVlg+624RJWKWmyyisUnaIr+5j+YIi01WX1m/kSteYHErJhkbph5X7F02WHbJAWskH70Za7Wx9vCopfmPOW0hz3R/UN1BV3qPhnjR+phQ8KjblEZy437ix608uhleroS9nxzsJ+vrrMOWkBK9t2cO/W8ivUGu7drt6slDXGJfrMnOq/XeChitDgl2uqE2jMgXzOpm6QDbJBNsgG2aC7JW2t5psJIBskh2yQDbJBNshGy+LPAQMAAMB70N0CAACA7hYAAACguwUAAADobgEAAAC6WwAAANDdAgAAAHS3AAAAAN0tAAAAQHcLAAAA0N0CAACA7hYAAACguwUAAADobgEAAAC6WwAAANDdNkxpGXPoQRVnLX16rD7ZIDlkg2yQDbJBNryquw0ZcPm+fCLhQfmFCurX3ZrnxuqTDZJDNsgG2SAbZMPbutuxkeNT1vqSCc+Zn+ETGRlpzXNj9ckGySEbZINskA2yYUE2h8PR4INLSkr+dPMfeti/TZ5cfv1V8mlPPJpGxVnlF2p+hs++g4GffPql3W634Emy+mSD5JANskE2yAbZsCJH4xQXFyfPj+8f3JOINK2gft1mz4gpLi52WBirTzZIDtkgG2SDbJANq2nUvVsAAADAUviLYAAAAKC7BQAAAOhuAQAAALpbAAAAgO4WAAAAdLcAAAAA3S0AAABAdwsAAADQ3QIAAAB0twAAAKC7BQAAAOhuAQAAALpbAAAAgO4WAAAAdLcAAAAA3S0AAABAdwsAAADQ3QIAAAB0twAAAKC7BQAAAOhuAQAAALpbAAAAgO4WAAAAkP4PNE+ydYYKam8AAAAASUVORK5CYII=)

int dequeue\_signal(struct task\_struct \*tsk,

sigset\_t \*mask, siginfo\_t \*info)

{

int signr;

/\* We only dequeue private signals from ourselves, we don't let

\* signalfd steal them

\*/

/\*线程私有的挂起信号队列优先\*/

signr = \_\_dequeue\_signal(&tsk->pending, mask, info);

if (!signr) {

signr = \_\_dequeue\_signal(&tsk->signal->shared\_pending,

mask, info);

...  
 }

前文我们讲过，线程的挂起信号队列有两个，一个是线程私有的pending，一个是线程组共享的signal->shared\_pending。如上面代码所示，选择信号deliver的特点是先从私有的pending中选择，然后从共享的shared\_pending中选择挂起信号递送给进程，当然选择的时候需要考虑线程的阻塞掩码。

int next\_signal(struct sigpending \*pending, sigset\_t \*mask)

{

unsigned long i, \*s, \*m, x;

int sig = 0;

s = pending->signal.sig;

m = mask->sig;

/\*

\* Handle the first word specially: it contains the

\* synchronous signals that need to be dequeued first.

\*/

x = \*s &~ \*m;

if (x) {

/\*优先选择同步信号，所谓同步信号集合就是SIGSEGV，SIGBUS等六种信号\*/

**if (x & SYNCHRONOUS\_MASK)**

x &= SYNCHRONOUS\_MASK;

/\*小信号值优先递送的算法\*/

sig = **ffz(~x)** + 1;

return sig;

}

switch (\_NSIG\_WORDS) {

default:

for (i = 1; i < \_NSIG\_WORDS; ++i) {

x = \*++s &~ \*++m;

if (!x)

continue;

sig = ffz(~x) + i\*\_NSIG\_BPW + 1;

break;

}

break;

case 2:

x = s[1] &~ m[1];

if (!x)

break;

sig = ffz(~x) + \_NSIG\_BPW + 1;

break;

case 1:

/\* Nothing to do \*/

break;

}

return sig;

}

#define SYNCHRONOUS\_MASK \

(sigmask(SIGSEGV) | sigmask(SIGBUS) | sigmask(SIGILL) | \

sigmask(SIGTRAP) | sigmask(SIGFPE) | sigmask(SIGSYS))

由于不同平台long的长度不同，所以算法略有不同，但是思想是一样的。

1. 出现在阻塞掩码的信号不能被选出。
2. 优先选择同步信号，所谓同步信号指的是一下6种信号

{SIGSEGV,SIGBUS,SIGILL,SIGTRAP,SIGFPE,SIGSYS}，

这六种信号都是与硬件相关的信号。

1. 如果没有上面六种信号，非实时信号优先，如果存在多种非实时信号，小信号值的信号优先。
2. 如果没有非实时信号，那么实时信号按照信号值递送，小信号值优先递送。

我们可以写测试程序来验证是否如此。

#include <stdio.h>

#include <stdlib.h>

#include <unistd.h>

#include <signal.h>

#include <string.h>

#include <errno.h>

static int sig\_cnt[NSIG];

static number= 0 ;

int sigorder[128]= {0};

#define MSG "#%d:receiver signal %d\n"

void handler(int signo)

{

/\*此处最好判断number的值，不要超出数组长度\*/

sigorder[number++] = signo;

}

int main(int argc,char\* argv[])

{

int i = 0;

int k = 0;

sigset\_t blockall\_mask ;

sigset\_t pending\_mask ;

sigset\_t empty\_mask ;

struct sigaction sa ;

sigfillset(&blockall\_mask);

#ifdef USE\_SIGACTION

sa.sa\_handler = handler;

sa.sa\_mask = blockall\_mask ;

sa.sa\_flags = SA\_RESTART ;

#endif

printf("%s:PID is %d\n",argv[0],getpid());

for(i = 1; i < NSIG; i++)

{

if(i == SIGKILL || i == SIGSTOP)

continue;

#ifdef USE\_SIGACTION

if(sigaction(i,&sa, NULL)!=0)

#else

if(signal(i,handler)== SIG\_ERR)

#endif

{

fprintf(stderr,"sigaction for signo(%d) failed (%s)\n",i,strerror(errno));

// return -1;

}

}

int sleep\_time = atoi(argv[1]);

if(sigprocmask(SIG\_SETMASK,&blockall\_mask,NULL) == -1)

{

fprintf(stderr,"setprocmask to block all signal failed(%s)\n",strerror(errno));

return -2;

}

printf("I will sleep %d second\n",sleep\_time);

sleep(sleep\_time);

sigemptyset(&empty\_mask);

if(sigprocmask(SIG\_SETMASK,&empty\_mask,NULL) == -1)

{

fprintf(stderr,"setprocmask to release all signal failed(%s)\n",strerror(errno));

return -3;

}

sleep(3)

for(i = 0 ; i< number ; i++)

{

if(sigorder[i] != 0)

{

printf("#%d: signo=%d\n",i,sigorder[i]);

}

}

return 0;

}

我们必须定义USE\_SIGACTION宏，因为我们在执行信号处理函数期间，我们要屏蔽到其他信号，否则无法验证信号的真实deliver顺序。

首先程序首先安装所有信号的信号处理函数（SIGKILL和SIGSTOP除外），然后阻塞所有信号，然后sleep 一段时间，在这段时间内，我们向进程发送各种信号，一旦解除阻塞，信号就会被递送到进程，进程就会执行信号处理函数。信号处理函数是精心定制的，按照递送的顺序，记录在静态数组中。我们按照顺序打印出信号的值，就获得了信号的递送顺序。

gcc -o sigaction\_delivery\_order -DUSE\_SIGACTION signal\_delivery\_order.c

我们可以看下测试程序的设计

#!/bin/bash

if [ $1 -eq 0 ]

then

./sigaction\_delivery\_order 30 &

else

./sigwait &

fi

signal\_pid=$!

sleep 2

kill -10 $signal\_pid

kill -3 $signal\_pid

kill -12 $signal\_pid

kill -11 $signal\_pid

kill -39 $signal\_pid

kill -2 $signal\_pid

kill -5 $signal\_pid

kill -4 $signal\_pid

kill -36 $signal\_pid

kill -24 $signal\_pid

kill -38 $signal\_pid

kill -37 $signal\_pid

kill -31 $signal\_pid

kill -8 $signal\_pid

kill -7 $signal\_pid

./tkill -p $signal\_pid -s 44

按照我们的设计，tkill是发向线程，信号会挂在私有的pending上，会优先递送，所以44号信号应该第一个被递送；其他的信号中4 = SIGILL，5=SIGTRAP，7=SIGBUS，8=SIGFPE，11=SIGSEGV，31=SIGSYS，这些都是属于同步信号集合，紧随44信号之后，按照从小到达，优先递送；2，3，10，12，24作为非实时信号，在随其后，被递送，最后是实时信号，按照从小到大，36，37，38，39，依次递送给进程。

我们看下是否按照这个顺序递送：

root@manu-hacks:~/code/c/self/signal# ./test\_order.sh 0

./sigaction\_delivery\_order:PID is 21897

sigaction for signo(32) failed (Invalid argument)

sigaction for signo(33) failed (Invalid argument)

I will sleep 30 second

root@manu-hacks:~/code/c/self/signal# #0: signo=44

#1: signo=4

#2: signo=5

#3: signo=7

#4: signo=8

#5: signo=11

#6: signo=31

#7: signo=2

#8: signo=3

#9: signo=10

#10: signo=12

#11: signo=24

#12: signo=36

#13: signo=37

#14: signo=38

#15: signo=39

和预想的一样，信号就是按照四个优先级递送到进程的。

## 6.11异步信号安全

当内核递送信号给进程时，进程正在执行的指令序列就会被中断，转而执行信号处理函数。待信号处理函数执行完毕返回（如果可以返回的话），则继续执行被中断的正常指令序列。这样的话，该进程就出现了两条控制流。

以errno为例，解释下可能带来的风险。每个线程都会有一个errno变量。如果主控制流刚刚设置了errno为某个值，这时候内核将某信号递送给进程，如果信号处理函数中，调用了其他系统调用发生错误，也可能会设置errno，这样当信号处理函数结束，跳回到主控制流时，errno已经被覆盖，再也无法获取正确的值。

因此，信号处理函数如果执行比较复杂的操作，一般建议首先要保存errno的值到某个临时变量，信号处理函数退出前，将errno恢复保存的值。

errno这个例子是比较简单，而且危害比较小的情况。设想malloc的情景：如果主程序流正在执行malloc函数中的某条指令，此时收到信号，在信号处理函数中也执行malloc，这种情况下程序很可能会陷入不可恢复的状态。首先的可能是死锁。malloc函数内部使用了锁，可以想象，如果主程序流已经获得了锁，信号处理函数中再次调用malloc申请锁，就会造成死锁：主程序流等待信号处理函数完成，信号处理函数等待主程序释放锁；其次如果信号处理函数中的malloc发现自己持有锁，直接操作，可能会破坏堆空间，使堆处于一种不一致的状态，最终使程序崩溃。

从上面的例子可以看出，信号处理函数中可以执行的函数要求很苛刻，能够在信号中安全调用的函数很少，这种函数称为满足异步信号安全的函数。man 7 signal可以获得异步信号安全函数的列表，在此就不罗列了（不罗列的一个原因是，并不鼓励在信号处理函数中执行真正有意义的工作）。

一般说来，不安全的函数大抵上可以分为以下几种情况

* 使用了静态变量，典型的是strtok，localtime等函数
* 使用了malloc或者free函数
* 标准I/O函数，如printf

编写信号处理函数是一件非常闹心的事情，因为一不小心就可能使用了不安全的函数，带来了隐患。一旦出现这种情况，排查起来非常的痛苦。所以当你编写了信号处理函数时，一定要保持如履薄冰的谨慎。也正是因为这个，有经验的程序员，不会在信号处理函数中执行很多的工作，一般仅仅是设置标志位，让主程序流去检查标志位，繁重的工作，交给主程序流去做。

另外一个解决的方法是通过sigwaitinfo函数和signalfd化异步为同步，减少出问题的可能。

## 总结

Linux的signal机制是一种原始的进程间通讯机制，传递的信息有限，很难传递复杂的消息，加上信号处理函数和进程处于两条执行逻辑流，会带来函数的重入问题，signal机制不适合作为进程间通信的主要手段。但是信号又不是完全无用，对于某些不频繁发生的异步事件，我们可以使用signal来通知进程。